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# 1.0 Data Types

*We all start somewhere*

## 1.1 Integers

Integers are whole numbers

Examples of integers: 5, 6, 10, 1111

To set a variable to integer, use int()

E.g.

| Num1 = int(input("Enter number: ")) Num2 = int(999) String = "1234" Integers = int(String)  print(Num1,Num2,Integers) |
| --- |

Output: (inputs are underlined)

| >>> Enter number: 123 >>> 123,999,1234 |
| --- |

## 1.2 Floats

Floats are numbers with decimal points. Whole numbers can also be floats, indicated with a .0 behind them.

Examples of floats: 5.663, 9.0, 1.1111

To set a variable to float, use float()

E.g.

| Number = float(12.0) String = "999.999" Float = float(String) |
| --- |

## 1.3 Boolean (bool)

Boolean is either True or False. When any expression/conditional is evaluated, it will return a boolean

Examples of boolean: True, False

Examples of expressions/conditionals that return a boolean (True/False): 2 == 2, 4 > 5, variable x == variable, len(“hello”) > 5

—--------------------------------------------------------------------

Integers, Lists and strings can also have an associated boolean value.

* For integers, the value 0 returns False, any other number returns True
* An empty list ([]) returns False, a non-empty one returns True
* An empty string (“”/’’/’’’’’’) returns False, a non-empty one returns True

Here are some practical examples:

Check if a list is empty:

| list = [1,2,3]  if list:  print("This list is not empty")  else:  print("This list is empty") |
| --- |

Check if the user enters 0

| inp = int(input("Enter the number of apples you collected today: ")) if inp:  print("good job!") else:  print("you suck.") |
| --- |

## 1.4 Strings

Strings can be used to contain text and just about everything.

They are denoted by single quotes ('), double quotes (") or triple quotes (''')

Examples of strings: "5.0", "4", 'Hello!', '''False''', 'True', " "

—----------------------------------------------------------------

Strings have a special character, the backslash (\)

It can be used for whitespace characters,

\n -> newline

\t -> tab

And to add quotes to a string, when you normally would not be allowed:

\" -> double quote

\' -> single quote

Examples:

| print("Hello\nWorld!")  >>> Hello  >>> World!   print("Hello\tWorld!")  >>> Hello World!   print("Hello \"World!\"")  >>> Hello "World!" |
| --- |

## 1.4.1 Formatting

*Gotta make it look good.*

### Placeholders

SYNTAX

| string = "My name is {}, I'm {}"  string.format(*value1*,*value2*...) |
| --- |

PARAMETERS

{} - where the placeholder text is

value1 - what text or whatever you want in the 1st {}

value2 - another text or something that will be in the next {}

E.g.

| print("My name is {}, I'm {}".format("John",36)) |
| --- |

Output:

| >>> My name is John, I'm 36 |
| --- |

Placeholders also can be indexed or named

E.g.

| print("My name is {1}, I'm {0}".format(36,"John")) print("My name is {name}, I'm {age}".format(name = "Tom", age = 18)) |
| --- |

Output:

| >>> My name is John, I'm 36  >>> My name is Tom, I'm 18 |
| --- |

To format, use a format like this '{:.f}'

E.g.

| '{:.2f}'.format(23.456) |
| --- |

It also can be assigned to a var, such as

| f = '{:.2f},{:>15}'  print(f.format(23.456, "text")) |
| --- |

Output:

| >>> 23.46, text |
| --- |

List of formats

| :< - aligns to the left :> - aligns to the right :^ - aligns to the center := - aligns to the left most position :+ - places a plus sign to indicate whether it is positive or negative :- - places a minus sign for negative values : - Uses a space to insert an extra space before positive numbers (minus for -tive values) :, - Uses a comma as a thousand separator :\_ - Uses a underscore as a thousand separator :b - Binary format :c - converts into unicode characters :d - Decimal format :e - Scientific format, lowercase e :E - Scientific format, uppercase E :f - fix point number format  :.(num)f - round to (num) decimal places :g - general format :G - general format; uses an uppercase E for scientific notations :o - Octal format :x - Hex format, lowercase :X - Hex format, uppercase :n - Number format :% - Percentage format :(num) - Number of characters (uses spaces for extra characters) |
| --- |

## 1.4.2 *f* strings

*Formatting made easy.*

SYNTAX

Example 1:

| *# Python3 program introducing f-string* val = 'Geeks' print(f"{val}for{val} is a portal for {val}.") *#the letter f precedes the string to denote a f string*  name = 'Tushar' age = 23 print(f"Hello, My name is {name} and I'm {age} years old.") |
| --- |

Output:

| >>> GeeksforGeeks is a portal for Geeks. >>> Hello, My name is Tushar and I'm 23 years old. |
| --- |

Example 2:

| *# Prints today's date with help* *# of datetime library* import datetime   today = datetime.datetime.today() print(f"{today:%B %d, %Y}") |
| --- |

Output:

| >>> April 04, 2018 |
| --- |

LIMITATIONS

Example 3: Backslash Cannot be used in format string directly.

| f"newline: {ord('\n')}" |
| --- |

Output: Syntax Error

| >>> Traceback (most recent call last):  Python Shell, prompt 29, line 1  Syntax Error: f-string expression part cannot include a backslash: ,  line 1, pos 0 |
| --- |

However, there is a workaround by putting the ‘/n’ in a separate variable and calling the variable through the *f* string to create the same effect.

Example 4:

| newline = ord('\n')  print(f"newline: {newline}") |
| --- |

Output:

| >>> newline: 10 |
| --- |

## 1.4.3 String Methods

### **str.capitalize()**

*The capitalize() method converts the first character of a string to an uppercase letter and all other alphabets to lowercase.*

SYNTAX

**Example 1:** *Python capitalize()*

| sentence = "i love PYTHON"  *# converts first character to uppercase and others to lowercase* capitalized\_string = sentence.capitalize()  print(capitalized\_string) |
| --- |

Output:

| >>> I love python |
| --- |

In the above example, we have used the **capitalize()** method to convert the **first character** of the sentence string to uppercase and the **other characters** to lowercase.

Here, sentence.**capitalize()** returns "Python is awesome" which is **assigned to capitalized\_string**.

The **capitalize()** method returns a new string and **doesn't modify the original string**. For example:

**Example 2:** *str.capitalize() doesn’t change the original string*

| sentence = "i am learning PYTHON." *# capitalize the first character*  capitalized\_string = sentence.capitalize() *# the sentence string is not modified*  print('Before capitalize():', sentence) print('After capitalize():', capitalized\_string) |
| --- |

Output:

| >>> Before capitalize(): i am learning PYTHON. >>> After capitalize(): I am learning python. |
| --- |

Here, the **capitalize()** method doesn't modify the original sentence string.

RETURN VALUE

The **capitalize()** method returns:

* A string with the first letter capitalized and all other characters in lowercase.

——————————————————————————————————————————————————————————————————————

### **\*str.center()**

*The center() method returns a new centered string after padding it with the specified character.*

Example:

| sentence = "Python is awesome"  *# returns the centered padded string of length 24*  new\_string = sentence.center(24, '\*')  print(new\_string) |
| --- |

Output:

| >>> \*\*\*python is awesome\*\*\* |
| --- |

SYNTAX

| str.center(width, [fillchar]) *#where str is a string* |
| --- |

PARAMETERS

The **center()** method takes two parameters:

* **width** - length of the string with padded characters
* **fillchar** (optional) - padding character

Note: If **fillchar** is not provided, whitespace (normal space) is taken as the **default** argument.

RETURN VALUE

The **center()** method returns:

* a string padded with specified **fillchar**

Note: The center() method **doesn't modify** the original string.

EXAMPLES

**Example 1:**

| sentence = "Python is awesome"  *# returns the centered padded string of length 20*  new\_string = sentence.center(20, '$')  print(new\_string) |
| --- |

Output:

| >>> $Python is awesome$$ |
| --- |

In the above example, we have used the **center()** method with the sentence string as sentence.**center(**20,'$'**)**.

The method returns a **new centered string** after padding the sentence with '$' up to length **20**.

**Example 2:**

| text = "Python is awesome"  *# returns padded string by adding whitespace up to length 24* new\_text = text.center(24)  print("Centered String: ", new\_text) |
| --- |

Output:

| >>> Centered String: Python is awesome |
| --- |

Here, we have **not** passed the **fillchar** parameter in the **center()** method. The method pads **whitespace** to text making the length of the centered string **24**.

——————————————————————————————————————————————————————————————————————

### **\*str.casefold()**

*The casefold() method converts all characters of the string into lowercase letters and returns a new string.* ***It is a more aggressive version of str.lower()***

| text = "pYtHon"  *# convert all characters to lowercase* lowercased\_string = text.casefold()  print(lowercased\_string) |
| --- |

Output:

| >>> python |
| --- |

SYNTAX

| str.casefold() |
| --- |

Note: Here, str is a string.

PARAMETERS

* The **casefold()** method doesn't take any parameters.

RETURN VALUE

The **casefold()** method returns:

* a lowercase string

EXAMPLES

**Example 1:**

| text = "PYTHON IS FUN"  *# converts text to lowercase* print(text.casefold()) |
| --- |

Output:

| >>> python is fun |
| --- |

In the above example, we have used the casefold() method to convert all the characters of text to **lowercase**.

Here, text.casefold() modifies the **value** of string1 and returns 'python is fun'.

**Example 2:** *casefold() as an Aggressive str.lower() Method*

The casefold() method is **similar** to the lower() method but it is **more aggressive**. This means the **casefold()** method **converts more characters into lower case** compared to **lower()** .

For example, the German letter **ß** is already lowercase so, the **lower()** method **doesn't** make the conversion.

But the **casefold()** method **will** convert **ß** to its equivalent character **ss**.

| text = 'groß'  *# convert text to lowercase using casefold()* print('Using casefold():', text.casefold())   *# convert text to lowercase using lower()* print('Using lower():', text.lower()) |
| --- |

Output:

| >>> Using casefold(): gross >>> Using lower(): groß |
| --- |

In the above example, we have used the **casefold()** and **lower()** methods to convert 'groß'.

The casefold() method also converts 'ß' to lowercase whereas **lower() doesn't**.

——————————————————————————————————————————————————————————————————————

### **str.count()**

*The count() method returns the number of occurrences of a substring in the given string.*

Example:

| message = 'python is popular programming language'  *# number of occurrence of 'p'* print('Number of occurrence of p:', message.count('p')) |
| --- |

Output:

| >>> Number of occurrence of p: 4 |
| --- |

SYNTAX

| string.count(substring, start=..., end=...) |
| --- |

PARAMETERS

**count()** method only requires a single parameter for execution. However, it also has two optional parameters:

* substring - string whose count is to be found.
* start (Optional) - starting index within the string where search starts.
* end (Optional) - ending index within the string where search ends.

Note: Index in Python starts from 0, not 1.

RETURN VALUE

**count()** method returns the number of occurrences of the substring in the given string.

EXAMPLES

Example 1: *Count the number of occurrences of a given substring*

| *# define string* string = "Python is awesome, isn't it?" substring = "is"  count = string.count(substring)  *# print count* print("The count is:", count) |
| --- |

Output:

| >>> The count is: 2 |
| --- |

Example 2: *Count number of occurrences of a given substring using* ***start*** *and* ***end***

| *# define string* string = "Python is awesome, isn't it?" substring = "i"  *# count after first 'i' and before the last 'i'* count = string.count(substring, 8, 25)  *# print count* print("The count is:", count) |
| --- |

Output:

| >>> The count is: 1 |
| --- |

Here, the counting **starts** after the first ***i*** has been encountered, i.e. 7th *index* position.

And, it **ends** before the last ***i***, i.e. 25th *index* position.

——————————————————————————————————————————————————————————————————————

### **str.endswith()**

*The endswith() method returns True if a string ends with the specified suffix. If not, it returns False.*

Example:

| message = 'Python is fun'  *# check if the message ends with fun* print(message.endswith('fun')) |
| --- |

Output:

| >>> True |
| --- |

SYNTAX

| str.endswith(suffix[, start[, end]]) |
| --- |

PARAMETERS

The **endswith()** takes **three** parameters:

* suffix - **String or tuple** of suffixes to be checked
* start (optional) - Beginning position where suffix is to be checked within the string.
* end (optional) - Ending position where suffix is to be checked within the string.

RETURN VALUE

The endswith() method returns a **boolean**.

* It returns **True** if a string ends with the specified suffix.
* It returns **False** if a string doesn't end with the specified suffix.

——————————————————————————————————————————————————————————————————————

### **\*str.expandtabs()**

*The* ***expandtabs()*** *method returns a copy of the string with all tab characters '\t' replaced with whitespace characters until the next multiple of tabsize parameter.*

SYNTAX

| string.expandtabs(tabsize) |
| --- |

PARAMETERS

The **expandtabs()** takes an integer *tabsize* argument. The default *tabsize* is 8.

RETURN VALUE

The **expandtabs()** returns a string where all '\t' characters are replaced with whitespace characters until the next multiple of *tabsize* parameter.

EXAMPLES

Example 1: *expandtabs() With no Argument*

| str = 'xyz\t12345\tabc'  *# no argument is passed* *# default tabsize is 8* result = str.expandtabs()  print(result) |
| --- |

Output:

| >>> xyz 12345 abc |
| --- |

**How does expandtabs() work in Python?**

The **expandtabs()** method keeps track of the current cursor position.

The position of the **first** '**\t**' character in the above program is **3**. And, the **tabsize** is **8** (if argument is not passed).

The expandtabs() character replaces the '**\t**' with whitespace until the next **tabstop**. The position of '**\t**' is 3 and the first **tabstop** is 8. Hence, the number of spaces after 'xyz' is 5.

The next tab stops are the multiples of tabsize. The next **tabstops** are 16, 24, 32 and so on.

Now, the position of the **second** '**\t**' character is **13**. And, the **next** tab stop is **16**. Hence, there are **3 spaces** after '12345'.

Example 2: *expandtabs() With Different Argument*

| str = "xyz\t12345\tabc" print('Original String:', str)  *# tabsize is set to 2* print('Tabsize 2:', str.expandtabs(2))  *# tabsize is set to 3* print('Tabsize 3:', str.expandtabs(3))  *# tabsize is set to 4* print('Tabsize 4:', str.expandtabs(4))  *# tabsize is set to 5* print('Tabsize 5:', str.expandtabs(5))  *# tabsize is set to 6* print('Tabsize 6:', str.expandtabs(6)) |
| --- |

Output:

| >>> Original String: xyz 12345 abc >>> Tabsize 2: xyz 12345 abc >>> Tabsize 3: xyz 12345 abc >>> Tabsize 4: xyz 12345 abc >>> Tabsize 5: xyz 12345 abc >>> Tabsize 6: xyz 12345 abc |
| --- |

**Explanation**

* The default **tabsize** is **8**. The tab stops are 8, 16 and so on. Hence, there are **5** spaces after 'xyz' and 3 after '12345' when you print the original string.
* When you set the **tabsize** to **2**. The tab stops are 2, 4, 6, 8 and so on. For 'xyz', the tab stop is 4, and for '12345', the tab stop is 10. Hence, there is **1** space after 'xyz' and 1 space after '12345'.
* When you set the **tabsize** to **3**. The tab stops are 3, 6, 9 and so on. For 'xyz', the tab stop is 6, and for '12345', the tab stop is 12. Hence, there are **3** spaces after 'xyz' and 1 space after '12345'.
* When you set the **tabsize** to **4**. The tab stops are 4, 8, 12 and so on. For 'xyz', the tab stop is 4 and for '12345', the tab stop is 12. Hence, there is **1** space after 'xyz' and 3 spaces after '12345'.
* When you set the **tabsize** to **5**. The tab stops are 5, 10, 15 and so on. For 'xyz', the tab stop is 5 and for '12345', the tab stop is 15. Hence, there are 2 spaces after 'xyz' and 5 spaces after '12345'.
* When you set the **tabsize** to **6**. The tab stops are 6, 12, 18 and so on. For 'xyz', the tab stop is 6 and for '12345', the tab stop is 12. Hence, there are **3** spaces after 'xyz' and 1 space after '12345'.

——————————————————————————————————————————————————————————————————————

### **\*str.encode()**

*The* ***encode()*** *method returns an encoded version of the given string.*

Example:

| title = 'Python Programming'  *# change encoding to utf-8* print(title.encode()) |
| --- |

Output:

| >>> b'Python Programming' |
| --- |

SYNTAX

| string.encode(encoding='UTF-8',errors='strict') |
| --- |

PARAMETERS

By default, the **encode()** method doesn't require any parameters.

It returns an utf-8 encoded version of the string. In case of failure, it raises a ***UnicodeDecodeError*** exception.

However, it takes two parameters:

* **encoding** - the encoding type a string has to be encoded to
* **errors** - response when encoding fails. There are six types of error response
  + strict - default response which raises a UnicodeDecodeError exception on failure
  + ignore - ignores the unencodable unicode from the result
  + replace - replaces the unencodable unicode to a question mark ?
  + xmlcharrefreplace - inserts XML character reference instead of unencodable unicode
  + backslashreplace - inserts a \uNNNN escape sequence instead of unencodable unicode
  + namereplace - inserts a \N{...} escape sequence instead of unencodable unicode

EXAMPLES

Example 1: *Encode to Default Utf-8 Encoding*

| *# unicode string* string = 'pythön!'  *# print string* print('The string is:', string)  *# default encoding to utf-8* string\_utf = string.encode()  *# print result* print('The encoded version is:', string\_utf) |
| --- |

Output:

| >>> The string is: pythön! >>> The encoded version is: b'pyth\xc3\xb6n!' |
| --- |

Example 2: *Encoding with error parameter*

| *# unicode string* string = 'pythön!'  *# print string* print('The string is:', string)  *# ignore error* print('The encoded version (with ignore) is:', string.encode("ascii", "ignore"))  *# replace error* print('The encoded version (with replace) is:', string.encode("ascii", "replace")) |
| --- |

Output:

| >>> The string is: pythön! >>> The encoded version (with ignore) is: b'pythn!' >>> The encoded version (with replace) is: b'pyth?n!' |
| --- |

**String Encoding**

Since Python 3.0, strings are stored as Unicode, i.e. each character in the string is represented by a code point. So, each string is just a sequence of Unicode code points.

For efficient storage of these strings, the sequence of code points is converted into a set of bytes. The process is known as encoding.

There are various encodings present which treat a string differently. The popular encodings being utf-8, ascii, etc.

Using the string **encode()** method, you can convert unicode strings into any encodings supported by Python. By default, Python uses utf-8 encoding.

——————————————————————————————————————————————————————————————————————

### **str.find() / str.rfind()**

*The* ***find()*** *method returns the* ***index*** *of the* ***first occurrence*** *of the substring (if* ***found****). If* ***not found****, it returns* ***-1****.*

*The* ***rfind()*** *method does the same thing but with the* ***last occurrence*** *instead.*

Example:

| message = 'Python is a fun programming language'  *# check the index of 'fun'* print(message.find('fun')) |
| --- |

Output:

| >>> 12 |
| --- |

SYNTAX

| str.find(sub[, start[, end]] )  str.rfind(sub[, start[, end]] ) |
| --- |

PARAMETERS

Both the **find()** and **rfind()** methods takes at **maximum three** parameters:

* **sub** - It is the substring to be searched in the *str* string.
* **start** and **end** (optional) - The range *str*[start:end] within which substring is searched.

RETURN VALUES  
Both the **find()** and **rfind()** methods returns an integer value:

* If the substring exists inside the string, it returns the index of the first occurrence of the substring.
* If a substring doesn't exist inside the string, it returns -1.
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*Return value from find() and rfind()*

EXAMPLES

Example 1: ***find()*** *With No* ***start*** *and* ***end*** *Argument*

| quote = 'Let it be, let it be, let it be'  *# first occurance of 'let it'(case sensitive)* result = quote.find('let it') print("Substring 'let it':", result)  *# find returns -1 if substring not found* result = quote.find('small') print("Substring 'small ':", result)  *# How to use find()* if (quote.find('be,') != -1):  print("Contains substring 'be,'") else:  print("Doesn't contain substring") |
| --- |

Output:

| >>> Substring 'let it': 11 >>> Substring 'small ': -1 >>> Contains substring 'be,' |
| --- |

Example 2: ***find()*** *With start and end Arguments*

| quote = 'Do small things with great love'  *# Substring is searched in 'hings with great love'* print(quote.find('small things', 10))  *# Substring is searched in ' small things with great love'*  print(quote.find('small things', 2))  *# Substring is searched in 'hings with great lov'* print(quote.find('o small ', 10, -1))  *# Substring is searched in 'll things with'* print(quote.find('things ', 6, 20)) |
| --- |

Output:

| >>> -1 >>> 3 >>> -1 >>> 9 |
| --- |

Note: **find()** returns -1 if the substring cannot be found within the string or the given length.

——————————————————————————————————————————————————————————————————————

### **str.index() / str.rindex()**

The **index()** method returns the **lowest index** while **rindex()** returns the **highest index** of a substring contained within the string (**if** **found**). If the substring is **not found**, it raises an **exception**.

Example:

| text = 'Python is fun'  *# find the index of is* result = text.index('is') print(result) |
| --- |

Output:

| >>> 7 |
| --- |

SYNTAX

| str.index(sub[, start[, end]] )  str.rindex(sub[, start[, end]] ) |
| --- |

PARAMETERS

Both the index() and rindex() methods take three parameters:

* **sub** - substring to be searched in the string *str*.
* **start** and **end**(optional) - substring is searched within *str*[start:end]

RETURN VALUES

* If the substring **exists** within the string, it returns the **lowest index [for index()] or highest index [for rindex()]** in the string where the substring is found.
* If the substring doesn't exist inside the string, it raises a ***ValueError*** exception.

The **index()** method is **similar** to the **find()** method for strings.

The only difference is that **find() method returns -1** if the substring is not found, whereas **index() throws an exception**.

EXAMPLES

Example 1: ***index()*** *With Substring argument Only*

| sentence = 'Python programming is fun.'  result = sentence.index('is fun') print("Substring 'is fun':", result)  result = sentence.index('Java') print("Substring 'Java':", result) |
| --- |

Output:

| >>> Substring 'is fun': 19  >>> Traceback (most recent call last):  File "<string>", line 6, in   result = sentence.index('Java')  ValueError: substring not found |
| --- |

Note: Index in Python starts from 0 and not 1. So the occurrence is 19 and not 20.

Example 2: ***index()*** *With start and end Arguments*

| sentence = 'Python programming is fun.'  *# Substring is searched in 'gramming is fun.'* print(sentence.index('ing', 10))  *# Substring is searched in 'gramming is '* print(sentence.index('g is', 10, -4))  *# Substring is searched in 'programming'* print(sentence.index('fun', 7, 18)) |
| --- |

Output:

| >>> 15 >>> 17 >>> Traceback (most recent call last):  File "<string>", line 10, in   print(quote.index('fun', 7, 18))  ValueError: substring not found |
| --- |

——————————————————————————————————————————————————————————————————————

### **GROUP: str.is\_\_\_\_()**

RETURN VALUES

The **is\_\_\_\_()** method returns:

* True - if **all characters** in the string fulfills the condition
* False - if **at least one** character **does not** fulfill the condition

List of **is\_\_\_\_()** methods:

| isalnum - all characters are **alphanumeric** isalpha - all characters are **alphabets** isdecimal - all characters are **decimal characters** isdigit - all characters are **digits (currency signs $ ok)** isidentifier - all the characters are: **uppercase and lowercase**  **letters A through Z, the underscore \_ and except**  **for the first character, the digits 0 through 9** islower - all characters are **lowercase alphabets** isnumeric - all characters are **numbers (or anything numbers**  **related like fractions and currency signs)** isprintable - all characters are **printable in the print() func** isspace - all characters are **whitespace (like space \t \n)** istitle - first character of **each word is capitalized** isupper - all characters are **uppercase alphabets** |
| --- |

——————————————————————————————————————————————————————————————————————

### **str.join()**

*The string* ***join()*** *method returns a string by joining all the elements of an iterable (list, string, tuple), separated by the given separator.*

Example:

| text = ['Python', 'is', 'a', 'fun', 'programming', 'language']  *# join elements of text with space* print(' '.join(text)) |
| --- |

Output:

| >>> Python is a fun programming language |
| --- |

SYNTAX

| string.join(iterable) |
| --- |

PARAMETERS

The **join()** method takes an iterable (objects capable of returning its members one at a time) as its parameter.

Some of the example of iterables are:

* Native data types - List, Tuple, String, Dictionary and Set.
* File objects and objects you define with an *\_\_iter\_\_()* or *\_\_getitem()\_\_* method.

Note: The **join()** method provides a flexible way to create strings from iterable objects. It joins each element of an iterable (such as list, string, and tuple) by a string separator (the string on which the **join()** method is called) and returns the concatenated string.

RETURN VALUES

The **join()** method returns a string created by joining the elements of an iterable by the given string separator.

If the iterable contains any non-string values, it raises the ***TypeError*** exception.

EXAMPLES

Example 1: *Working of the* ***join()*** *method*

| *# .join() with lists* numList = ['1', '2', '3', '4'] separator = ', ' print(separator.join(numList))  *# .join() with tuples* numTuple = ('1', '2', '3', '4') print(separator.join(numTuple))  s1 = 'abc' s2 = '123'  *# each element of s2 is separated by s1* *# '1'+ 'abc'+ '2'+ 'abc'+ '3'* print('s1.join(s2):', s1.join(s2))  *# each element of s1 is separated by s2* *# 'a'+ '123'+ 'b'+ '123'+ 'b'* print('s2.join(s1):', s2.join(s1)) |
| --- |

Output:

| >>> 1, 2, 3, 4 >>> 1, 2, 3, 4 >>> s1.join(s2): 1abc2abc3 >>> s2.join(s1): a123b123c |
| --- |

Example 2: *The* ***join()*** *method with sets*

| *# .join() with sets* test = {'2', '1', '3'} s = ', ' print(s.join(test))  test = {'Python', 'Java', 'Ruby'} s = '->->' print(s.join(test)) |
| --- |

Output:

| >>> 2, 3, 1 >>> Python->->Ruby->->Java |
| --- |

Note: A set is an unordered collection of items, so you may get different output (order is random).

Example 3: *The* ***join()*** *method with dictionaries*

| *# .join() with dictionaries* test = {'mat': 1, 'that': 2} s = '->'  *# joins the keys only* print(s.join(test))  test = {1: 'mat', 2: 'that'} s = ', '  *# this gives error since key isn't string* print(s.join(test)) |
| --- |

Output:

| >>> mat->that >>> Traceback (most recent call last):  File "...", line 12, in <module>  TypeError: sequence item 0: expected str instance, int found |
| --- |

The join() method tries to join the keys (not values) of the dictionary with the string separator.

——————————————————————————————————————————————————————————————————————

### **\*str.ljust() / str.rjust()**

The string **ljust()** method returns a **left-justified** string while the string **rjust()** method returns a **right-justified** string of a given **minimum width**

SYNTAX

| string.ljust(width[, fillchar])  string.rjust(width[, fillchar]) |
| --- |

Here, fillchar is an optional parameter.

PARAMETERS

**ljust()** and **rjust()** method takes two parameters:

* **width** - width of the given string. If width is less than or equal to the length of the string, the original string is returned.
* **fillchar** (Optional) - character to fill the remaining space of the width

RETURN VALUE

The **ljust()** method returns the **left-justified** string within the given minimum width. Same case with **rjust()** but instead returns a **right-justified** string

If *fillchar* is defined, it also fills the remaining space with the defined character.

EXAMPLES

Example 1: *Left and right justify string of minimum width*

| *# example string* string = 'cat' width = 5  *# print left justified string* print(string.ljust(width))  *# print right justified string* print(string.rjust(width)) |
| --- |

Output:

| >>> cat  >>> cat |
| --- |

Here, the **minimum width** defined is **5**. So, the resultant string is of minimum length **5**.

When the string **‘cat’** is aligned to the **left**, it leaves two spaces on the **right** of the word.

When the string **‘cat’** is aligned to the **right**, it leaves two spaces on the **left** of the word.

Example 2: *Left and right justify string and fill the remaining spaces*

| *# example string* string = 'cat' width = 5 fillchar = '\*'  *# print left justified string* print(string.ljust(width, fillchar))  *# print right justified string* print(string.rjust(width, fillchar)) |
| --- |

Output:

| >>> cat\*\* >>> \*\*cat |
| --- |

Here, the string cat is aligned to the **left** and **right** respectively, and the remaining two spaces on the **right** and **left** are filled with the character \*.

——————————————————————————————————————————————————————————————————————

### **str.lower()**

*The* ***lower()*** *method converts all uppercase characters in a string into lowercase characters and returns it.*

Example:

| message = 'PYTHON IS FUN'  *# convert message to lowercase* print(message.lower()) |
| --- |

Output:

| >>> python is fun |
| --- |

RETURN VALUE

**lower()** method returns the lowercase string from the given string. It converts all uppercase characters to lowercase.

If no uppercase characters exist, it returns the original string.

EXAMPLES

Example 1: *Converting a string to lowercase*

| *# example string* string = "THIS SHOULD BE LOWERCASE!" print(string.lower())  *# string with numbers* *# all alphabets should be lowercase* string = "Th!s Sh0uLd B3 L0w3rCas3!" print(string.lower()) |
| --- |

Output:

| >>> this should be lowercase! >>> th!s sh0uld b3 l0w3rcas3! |
| --- |

Example 2: *How* ***lower()*** *is used in a program*

| *# first string* firstString = "PYTHON IS AWESOME!"  *# second string* secondString = "PyThOn Is AwEsOmE!"  if(firstString.lower() == secondString.lower()):  print("The strings are the same.") else:  print("The strings are not the same.") |
| --- |

Output:

| The strings are the same. |
| --- |

Note: If you want to convert to uppercase string, use **upper()**. You can also use **swapcase()** to swap between lowercase to uppercase.

——————————————————————————————————————————————————————————————————————

### **str.upper()**

*The* ***upper()*** *method converts all lowercase characters in a string into uppercase characters and returns it.*

Example:

| message = 'python is fun'  *# convert message to uppercase* print(message.upper()) |
| --- |

Output:

| >>> PYTHON IS FUN |
| --- |

RETURN VALUE

**upper()** method returns the uppercase string from the given string. It converts all lowercase characters to uppercase.

If no lowercase characters exist, it returns the original string.

EXAMPLES

Example 1: *Convert a string to uppercase*

| *# example string* string = "this should be uppercase!" print(string.upper())  *# string with numbers* *# all alphabets should be lowercase* string = "Th!s Sh0uLd B3 uPp3rCas3!" print(string.upper()) |
| --- |

Output:

| >>> THIS SHOULD BE UPPERCASE! >>> TH!S SH0ULD B3 UPP3RCAS3! |
| --- |

Example 2: *How* ***upper()*** *is used in a program*

| *# first string* firstString = "python is awesome!"  *# second string* secondString = "PyThOn Is AwEsOmE!"  if(firstString.upper() == secondString.upper()):  print("The strings are the same.") else:  print("The strings are not the same.") |
| --- |

Output:

| >>> The strings are the same. |
| --- |

——————————————————————————————————————————————————————————————————————

### **str.swapcase()**

*The* ***swapcase()*** *method returns the string by converting all the characters to their opposite letter case( uppercase to lowercase and vice versa).*

Example:

| name = "JoHn CeNa"  *# converts lowercase to uppercase and vice versa* print(name.swapcase()) |
| --- |

Output:

| >>> jOhN cEnA |
| --- |

RETURN VALUE

The **swapcase()** method returns:

* the string after converting its uppercase characters to lowercase, and lowercase characters to uppercase.

EXAMPLES

Example 1: *Python* ***swapcase()***

| sentence1 = "THIS SHOULD ALL BE LOWERCASE."  *# converts uppercase to lowercase* print(sentence1.swapcase())  sentence2 = "this should all be uppercase."  *# converts lowercase to uppercase* print(sentence2.swapcase())  sentence3 = "ThIs ShOuLd Be MiXeD cAsEd."  *# converts lowercase to uppercase and vice versa* print(sentence3.swapcase()) |
| --- |

Output:

| >>> this should all be lowercase. >>> THIS SHOULD ALL BE UPPERCASE. >>> tHiS sHoUlD bE mIxEd CaSeD. |
| --- |

Example 2: ***swapcase()*** *with Non-English character*

Not necessarily, string.swapcase().swapcase() == string. For example,

| text = "groß "  *# converts text to uppercase* print(text.swapcase())   *# performs swapcase() on text.swapcase()*  print(text.swapcase().swapcase())   print(text.swapcase().swapcase() == text) |
| --- |

Output:

| >>> GROSS  >>> gross  >>> False |
| --- |

In the above example, we have used the swapcase() method with the German word 'groß'. The letter 'ß' is 'ss' in English.

Here,

* text.**swapcase()** - converts 'groß' to *uppercase* i.e. 'GROSS'
* text.**swapcase()**.**swapcase()** - converts 'GROSS' to *lowercase* i.e. 'gross'

Hence the new string *'gross'* is not equal to *text (or “groß”)*.

——————————————————————————————————————————————————————————————————————

### **str.strip / lstrip / rstrip()**

*The* ***strip()*** *method returns a copy of the string by removing both the leading and the trailing characters (based on the string argument passed).*

Example:

| string = ' xoxo love xoxo '  *# Leading and trailing whitespaces are removed* print(string.strip())  *# All <whitespace>,x,o,e characters in the left* *# and right of string are removed* print(string.strip(' xoe'))  *# Argument doesn't contain space* *# No characters are removed.* print(string.strip('stx'))  string = 'android is awesome' print(string.strip('an')) |
| --- |

Output:

| >>> xoxo love xoxo >>> lov >>> xoxo love xoxo  >>> droid is awesome |
| --- |

Here, we can see that the first expression string.strip() without any arguments removed the whitespaces from the left and right of the string.

* string.**strip(' xoe')** - Removes all **whitespace**, **x**, **o**, and **e** that **lead** or **trailed** the string.
* string.**strip('stx')** - Since string has **whitespace** at the **beginning and end**, this expression **does not** change the string. x is **not removed** since it is at the **middle** of the string (whitespaces lead and trail the string)
* string.**strip('an')** - Removes ***‘an’*** leading the string.

The **lstrip()** method returns a copy of the string with leading characters removed (based on the string argument passed).

Example:

| random\_string = ' this is good '  *# Leading whitespace are removed* print(random\_string.lstrip())  *# Argument doesn't contain space* *# No characters are removed.* print(random\_string.lstrip('sti'))  print(random\_string.lstrip('s ti'))  website = 'https://www.programiz.com/' print(website.lstrip('htps:/.')) |
| --- |

Output:

| >>> this is good  >>> this is good  >>> his is good  >>> www.programiz.com/ |
| --- |

The **rstrip()** method returns a copy of the string with trailing characters removed (based on the string argument passed).

Example:

| random\_string = 'this is good ' *# Trailing whitespace are removed* print(random\_string.rstrip()) *# 'si oo' are not trailing characters so nothing is removed* print(random\_string.rstrip('si oo')) *# in 'sid oo', 'd oo' are the trailing characters, 'ood' is removed from the string* print(random\_string.rstrip('sid oo'))  website = 'www.programiz.com/'  print(website.rstrip('m/.')) |
| --- |

Output:

| >>> this is good >>> this is good >>> this is g >>> www.programiz.co |
| --- |

WORKINGS OF THE **strip()** METHOD

* When the character of the string in the left mismatches with all the characters in the ***chars*** argument, it stops removing the leading characters.
* Similarly, when the character of the string in the right mismatches with all the characters in the ***chars*** argument, it stops removing the trailing characters.

WORKINGS OF THE **lstrip()**/**rstrip()** METHOD

The **lstrip()** returns a copy of the string with **leading** characters stripped.

All combinations of characters in ***chars*** argument are **removed** from the **left** of the string **until the first mismatch**.

Same case with **rstrip()** but returns a copy with the **trailing** characters stripped and characters are **removed** from the **right** instead

——————————————————————————————————————————————————————————————————————

### **\*str.partition / rpartition()**

*The* ***partition()*** *method splits the string at the* ***first*** *occurrence of the* ***argument string*** *and returns a* ***tuple*** *containing the part* ***before the separator****,* ***argument string*** *and the part* ***after the separator****.*

Note: ***rpartition()*** method splits at the **last occurrence** instead

SYNTAX

| string.partition(separator) *#or* string.rpartition(separator) |
| --- |

PARAMETERS

Both **partition()** and **rpartition()** methods take a string separator parameter that separates the string at the **first** and **last** occurrence of it respectively.

RETURN VALUES

**partition()** and **rpartition()** methods return a 3-tuple containing:

* the part **before** the separator, **separator parameter**, and the part **after** the separator **if the separator parameter is found** in the string
* two **empty** strings, followed by the **string** itself **if the separator parameter is not found**

EXAMPLES

Example 1: ***partition()***

| string = "Python is fun"  *# 'is' separator is found* print(string.partition('is '))  *# 'not' separator is not found* print(string.partition('not '))  string = "Python is fun, isn't it"  *# splits at first occurrence of 'is'* print(string.partition('is')) |
| --- |

Output:

| >>> ('Python ', 'is ', 'fun') >>> ('Python is fun', '', '') >>> ('Python ', 'is', " fun, isn't it") |
| --- |

Example 2: ***rpartition()***

| string = "Python is fun"  *# 'is' separator is found* print(string.rpartition('is '))  *# 'not' separator is not found* print(string.rpartition('not '))  string = "Python is fun, isn't it"  *# splits at last occurrence of 'is'* print(string.rpartition('is')) |
| --- |

Output:

| >>> ('Python ', 'is ', 'fun') >>> ('', '', 'Python is fun') >>> ('Python is fun, ', 'is', "n't it") |
| --- |

### **\*str.translate()**

*The string* ***translate()*** *method returns a string where each character is* ***mapped*** *to its* ***corresponding character*** *in the* ***translation table****.*

***translate()*** *method takes the translation table to* ***replace/translate*** *characters in the given string* ***as per the mapping table****.*

*The translation table is created by the static method* ***maketrans()****.*

SYNTAX

| string.translate(table) |
| --- |

PARAMETERS

**translate()** method takes a single parameter:

* table - a translation table containing the mapping between two characters; usually created by maketrans()

RETURN VALUE

**translate()** method returns a **string** where each character is **mapped** to its **corresponding character** as per the translation table.

EXAMPLES

Example 1: *Translation/Mapping using a* ***translation table*** *with* ***translate()***

| *# first string* firstString = "abc" secondString = "ghi" thirdString = "ab"  string = "abcdef" print("Original string:", string)  translation = string.maketrans(firstString, secondString, thirdString)  *# translate string* print("Translated string:", string.translate(translation)) |
| --- |

Output:

| >>> Original string: abcdef >>> Translated string: idef |
| --- |

Here, the translation mapping translation contains the mapping from ***a***, ***b*** and ***c*** to ***g***, ***h*** and ***i*** respectively.

However, the removal string thirdString resets the mapping of ***a*** and ***b*** to ***None***.

Thus, when the string is translated using translate(), ***a*** and ***b*** are removed, and ***c*** replaced ***i*** outputting idef.

Note: If you cannot understand what's going inside **maketrans()**, please refer to **str.maketrans()**

Example 2: Translation/Mapping with translate() with manual translation table

| *# translation table - a dictionary* translation = {97: None, 98: None, 99: 105}  string = "abcdef" print("Original string:", string)  *# translate string* print("Translated string:", string.translate(translation)) |
| --- |

Output:

| >>> Original string: abcdef >>> Translated string: idef |
| --- |

Here, we don't create a translation table from **maketrans()** and we manually create the mapping dictionary for translation instead.

This translation is then used to translate the string to get the same output as the previous example.

——————————————————————————————————————————————————————————————————————

### **\*str.maketrans()**

The **maketrans()** method returns a mapping table for translation usable by the **translate()** method.

In simple terms, **maketrans()** method is a static method that creates a **one to one mapping** ofa **character to its translation/replacement**.

It creates a **Unicode** representation of each character for translation.

This translation mapping is then used for replacing a character to its mapped character when used in the **translate()** method.

SYNTAX

| string.maketrans(x[, y[, z]]) |
| --- |

Here, y and z are optional arguments.

PARAMETERS

**maketrans()** method takes **3** parameters:

* **x** - If only **one** argument is supplied, it **must be a dictionary**.

The dictionary should contain a 1-to-1 mapping from a single character string to its translation OR a Unicode number (97 for 'a') to its translation.

* **y** - If **two** arguments are passed, it **must be two strings** with **equal length**.

Each character in the first string is a replacement to its corresponding index in the second string.

* **z** - If **three** arguments are passed, **each** character in the third argument is mapped to ***None***.

RETURN VALUES

The **maketrans()** method returns a translation table with a 1-to-1 mapping of a Unicode ordinal to its translation/replacement.

EXAMPLES

Example 1: *Translation table using a dictionary with* ***maketrans()***

| *# example dictionary* dict = {"a": "123", "b": "456", "c": "789"} string = "abc" print(string.maketrans(dict))  *# example dictionary* dict = {97: "123", 98: "456", 99: "789"} string = "abc" print(string.maketrans(dict)) |
| --- |

Output:

| >>> {97: '123', 98: '456', 99: '789'} >>> {97: '123', 98: '456', 99: '789'} |
| --- |

Here, a dictionary dict is defined. It contains a mapping of characters **a**,**b** and **c** to **123**, **456**, and **789** respectively.

**maketrans()** creates a mapping of the character's Unicode ordinal to its corresponding translation.

So, 97 (**'a'**) is mapped to **'123'**, 98 **'b'** to **456** and 99 **'c'** to **789**. This can be demonstrated from the output of both dictionaries.

Note: **If two or more** characters are mapped in the dictionary, **it raises an exception**.

Example 2: *Translation table using two strings with* ***maketrans()***

| *# first string* firstString = "abc" secondString = "def" string = "abc" print(string.maketrans(firstString, secondString))  *# example dictionary* firstString = "abc" secondString = "defghi" string = "abc" print(string.maketrans(firstString, secondString)) |
| --- |

Output:

| >>> {97: 100, 98: 101, 99: 102} >>> ValueError: the first two maketrans arguments must have equal  length |
| --- |

Here first, two strings of **equal length** abc and def are defined. And the corresponding translation is created.

Printing only the first translation gives you a **1-to-1 mapping** to each character's Unicode ordinal in firstString to the same indexed character on secondString.

In this case, 97 (**'a'**) is mapped to 100 (**'d'**), 98 (**'b'**) to 101 (**'e'**) and 99 (**'c'**) to 102 (**'f'**).

Trying to create a translation table for **unequal length strings** raises a ***ValueError*** **exception** indicating that the strings **must have equal length**.

Example 3: *Translational table with removable string with* ***maketrans()***

| *# first string* firstString = "abc" secondString = "def" thirdString = "abd" string = "abc" print(string.maketrans(firstString, secondString, thirdString)) |
| --- |

Output:

| >>> {97: None, 98: None, 99: 102, 100: None} |
| --- |

Here, first, the mapping **between** the two strings **firstString** and **secondString** are created.

Then, the third argument thirdString **resets** the mapping of **each character** in it to **None** and also creates a **new mapping for non-existent characters**.

In this case, thirdString **resets** the mapping of 97 (**'a'**) and 98 (**'b'**) to ***None***, and also creates a new mapping for 100 (**'d'**) mapped to ***None***.

### **str.replace()**

*The* ***replace()*** *method replaces each matching occurrence of a substring with another string.*

Example:

| text = 'bat ball'  *# replace 'ba' with 'ro'* replaced\_text = text.replace('ba', 'ro') print(replaced\_text) |
| --- |

Output:

| >>> rot roll |
| --- |

SYNTAX

| str.replace(old, new [, count]) |
| --- |

PARAMETERS

The **replace()** method can take a maximum of three arguments:

* **old** - the old substring we want to replace
* **new** - new substring which will replace the old substring
* **count** (optional) - the number of times you want to replace the old substring with the new string

Note: If count is not specified, the **replace()** method **replaces all occurrences** of the ***old*** substring with the ***new*** string.

EXAMPLES

Example 1: *Using* ***replace()***

| song = 'cold, cold heart'  *# replacing 'cold' with 'hurt'* print(song.replace('cold', 'hurt'))  song = 'Let it be, let it be, let it be, let it be'  *# replacing only two occurrences of 'let'* print(song.replace('let', "don't let", 2)) |
| --- |

Output:

| >>> hurt, hurt heart >>> Let it be, don't let it be, don't let it be, let it be |
| --- |

Example 2: *More Examples on String* ***replace()***

| song = 'cold, cold heart' replaced\_song = song.replace('o', 'e')  *# The original string is unchanged* print('Original string:', song)  print('Replaced string:', replaced\_song)  song = 'let it be, let it be, let it be'  *# maximum of 0 substring is replaced* *# returns copy of the original string* print(song.replace('let', 'so', 0)) |
| --- |

Output:

| >>> Original string: cold, cold heart >>> Replaced string: celd, celd heart >>> let it be, let it be, let it be |
| --- |

### **str.split() / str.rsplit()**

The split() method splits a string from the **left** at the specified separator and returns a list of substrings.

The rsplit() method splits a string from the **right** at the specified separator and returns a list of substrings.

SYNTAX

| str.split([separator [, maxsplit]])  str.rsplit([separator [, maxsplit]]) |
| --- |

PARAMETERS

Both the **split()** and **rsplit()** method takes a maximum of 2 parameters:

* **separator** (optional)- Delimiter at which splits occur. If not provided, the string is splitted at whitespaces.
* **maxsplit** (optional) - Maximum number of splits. If not provided, there is no limit on the number of splits.

RETURN VALUE

Both the **split()** and **rsplit()** method returns a list of strings.

EXAMPLES

Example 1: *How* ***split()*** *works in Python?*

| text= 'Love thy neighbor'  *# splits at space* print(text.split())  grocery = 'Milk, Chicken, Bread'  *# splits at ','* print(grocery.split(', '))  *# Splits at ':'* print(grocery.split(':')) |
| --- |

Output:

| >>> ['Love', 'thy', 'neighbor'] >>> ['Milk', 'Chicken', 'Bread'] >>> ['Milk, Chicken, Bread'] |
| --- |

Here,

* text.**split()** - splits string into a list of substrings at each space character
* grocery.**split(', ')** - splits string into a list of substrings at each comma and space character
* grocery.**split(':')** - since there are no colons in the string, split() does not split the string.

Example 2: *How* ***split()*** *works when* ***maxsplit*** *is specified?*

The maxsplit parameter is an optional parameter that can be used with the split() method in Python.

It specifies the maximum number of splits to be performed on a string.

| grocery = 'Milk, Chicken, Bread, Butter'  *# maxsplit: 2* print(grocery.split(', ', 2))  *# maxsplit: 1* print(grocery.split(', ', 1))  *# maxsplit: 5* print(grocery.split(', ', 5))  *# maxsplit: 0* print(grocery.split(', ', 0)) |
| --- |

Output:

| >>> ['Milk', 'Chicken', 'Bread, Butter'] >>> ['Milk', 'Chicken, Bread, Butter'] >>> ['Milk', 'Chicken', 'Bread', 'Butter'] >>> ['Milk, Chicken, Bread, Butter'] |
| --- |

If ***maxsplit*** is specified, the list will have a **maximum** of ***maxsplit*+1** items.

Example 3: *How* ***rsplit()*** *works when maxsplit is specified?*

| grocery = 'Milk, Chicken, Bread, Butter'  *# maxsplit: 2* print(grocery.rsplit(', ', 2))  *# maxsplit: 1* print(grocery.rsplit(', ', 1))  *# maxsplit: 5* print(grocery.rsplit(', ', 5))  *# maxsplit: 0* print(grocery.rsplit(', ', 0)) |
| --- |

Output:

| >>> ['Milk, Chicken', 'Bread', 'Butter'] >>> ['Milk, Chicken, Bread', 'Butter'] >>> ['Milk', 'Chicken', 'Bread', 'Butter'] >>> ['Milk, Chicken, Bread, Butter'] |
| --- |

### **\*str.splitlines()**

*The* ***splitlines()*** *method splits the string at line breaks and returns a list...*

Example:

| *# \n is a line boundary*  sentence = 'I\nlove\nPython\nProgramming.'  *# returns a list after splitting string at line breaks*  resulting\_list = sentence.splitlines()  print(resulting\_list) |
| --- |

Output:

| >>> ['I', 'love', 'Python', 'Programming.'] |
| --- |

SYNTAX

| string.splitlines([keepends]) |
| --- |

Here, *keepends* can be **True** or **any number**.

PARAMETERS

The **splitlines()** method can take a single parameter:

* **keepends**(optional) - it determines whether line breaks are included in the resulting list or not. It's value can be True or any number.

RETURN VALUE

The splitlines() method returns:

* a list of lines in the string.

If there are no line break characters, it returns a list with a single item (a single line).

| Representation Description \n Line Feed \r Carriage Return \r\n Carriage Return + Line Feed \v or \x0b Line Tabulation \f or \x0c Form Feed \x1c File Separator \x1d Group Separator \x1e Record Separator \x85 Next Line (C1 Control Code) \u2028 Line Separator \u2029 Paragraph Separator |
| --- |

EXAMPLES

Example 1: *Python String* ***splitlines()***

| *# '\n' is a line break*  grocery = 'Milk\nChicken\nBread\rButter'  *# returns a list after splitting the grocery string*  print(grocery.splitlines()) |
| --- |

Output:

| ['Milk', 'Chicken', 'Bread', 'Butter'] |
| --- |

In the above example, we have used the **splitlines()** method to split the grocery string i.e. 'Milk\nChicken\r\nBread\rButter' at the line breaks.

Here, grocery.**splitlines()** splits grocery at line break '\n' and returns a list '['Milk', 'Chicken', 'Bread', 'Butter']' after removing the line break.

Example 2: ***splitlines()*** *with Multi Line String*

| *# multi line string*  grocery = '''Milk Chicken Bread Butter'''  *# returns a list after splitting the grocery string* print(grocery.splitlines()) |
| --- |

Output:

| ['Milk', 'Chicken', 'Bread', 'Butter'] |
| --- |

Here, the **splitlines()** method splits the multi line string grocery and returns the list ['Milk', 'Chicken', 'Bread', 'Butter'].

Example 3: *Passing Boolean Value in* ***splitlines()***

| grocery = 'Milk\nChicken\nBread\rButter'  *# returns a list including line breaks*  resulting\_list1 = grocery.splitlines(True) print(resulting\_list1)  *# returns a list without including line breaks*  resulting\_list2 = grocery.splitlines(False) print(resulting\_list2) |
| --- |

Output:

| ['Milk\n', 'Chicken\n', 'Bread\r', 'Butter'] ['Milk', 'Chicken', 'Bread', 'Butter'] |
| --- |

In the above example, we have passed Boolean values True and False in the **splitlines()** method to split 'Milk\nChicken\nBread\rButter'.

Here, in the method on passing:

* True - returns a list including linebreaks in all items i.e. '['Milk\n', 'Chicken\n', 'Bread\r', 'Butter']'
* False - returns a list without including linebreaks in the items i.e. ['Milk', 'Chicken', 'Bread', 'Butter']

Example 4: *Passing Number in* ***splitlines()***

The **splitlines()** method takes an integer value as a parameter. Here, 0 represents True and other positive or negative numbers indicate False.

| grocery = 'Milk\nChicken\nBread\rButter'  *# returns list including line breaks*  resulting\_list1 = grocery.splitlines(0) print(resulting\_list1)  *# returns list without including line breaks*  resulting\_list2 = grocery.splitlines(5) print(resulting\_list2) |
| --- |

Output:

| ['Milk\n', 'Chicken\n', 'Bread\r', 'Butter'] ['Milk', 'Chicken', 'Bread', 'Butter'] |
| --- |

——————————————————————————————————————————————————————————————————————

### **str.startswith()**

*The* ***startswith()*** *method returns* ***True*** *if a string* ***starts with the specified prefix****(string).* ***If not****, it returns* ***False****.*

Example:

| message = 'Python is fun'  *# check if the message starts with Python* print(message.startswith('Python')) |
| --- |

Output:

| >>> True |
| --- |

SYNTAX

| str.startswith(prefix[, start[, end]]) |
| --- |

PARAMETERS

**startswith()** method takes a maximum of three parameters:

* **prefix** - String or tuple of strings to be checked
* **start** (optional) - Beginning position where prefix is to be checked within the string.
* **end** (optional) - Ending position where prefix is to be checked within the string.

RETURN VALUE

**startswith()** method returns a **boolean**.

* It returns **True** if the string **starts** with the specified prefix.
* It returns **False** if the string **doesn't start** with the specified prefix.

EXAMPLES

Example 1:***startswith()*** *With start and end Parameters*

| text = "Python programming is easy."  *# start parameter: 7* *# 'programming is easy.' string is searched* result = text.startswith('programming is', 7) print(result)  *# start: 7, end: 18* *# 'programming' string is searched* result = text.startswith('programming is', 7, 18) print(result)  result = text.startswith('program', 7, 18) print(result) |
| --- |

Output:

| >>> True >>> False >>> True |
| --- |

**Passing Tuple to startswith()**

It's possible to pass a **tuple of prefixes** to the **startswith()** method in Python.

If the string starts with **any** item of the **tuple**, **startswith()** returns **True**. If not, it returns **False**

Example 3: ***startswith()*** *With Tuple Prefix*

| text = "programming is easy" result = text.startswith(('python', 'programming'))  *# prints True* print(result)  result = text.startswith(('is', 'easy', 'java'))  *# prints False* print(result)  *# With start and end parameter* *# 'is easy' string is checked* result = text.startswith(('programming', 'easy'), 12, 19)  *# prints False* print(result) |
| --- |

Output:

| >>> True >>> False >>> False |
| --- |

——————————————————————————————————————————————————————————————————————

### **str.title()**

*The* ***title()*** *method returns a string with the first letter of each word capitalized; a title cased string.*

Example:

| text = 'My favorite number is 25.' print(text.title())  text = '234 k3l2 \*43 fun' print(text.title()) |
| --- |

Output:

| >>> My Favorite Number Is 25. >>> 234 K3L2 \*43 Fun |
| --- |

RETURN VALUE

**title()** method returns a title cased version of the string. Meaning, the first character of each word is capitalized (if the first character is a letter).

EXAMPLES

Example 2: ***title()*** *with apostrophes*

| text = "He's an engineer, isn't he?" print(text.title()) |
| --- |

Output:

| >>> He'S An Engineer, Isn'T He? |
| --- |

However, **title()** capitalizes the **first letter after apostrophes** as well.

To solve this issue, you can use **regex** as follows:

| import re  def titlecase(s):  return re.sub(r"[A-Za-z]+('[A-Za-z]+)?",  lambda mo: mo.group(0)[0].upper() +  mo.group(0)[1:].lower(),  s)  text = "He's an engineer, isn't he?" print(titlecase(text)) |
| --- |

Output:

| >>> He's An Engineer, Isn't He? |
| --- |

——————————————————————————————————————————————————————————————————————

### **\*str.zfill()**

*The* ***zfill()*** *method returns a copy of the string with the '0' character padded to the left.*

SYNTAX

| str.zfill(width) |
| --- |

PARAMETERS

**zfill()** takes a single character ***width***.

The width specifies the length of the returned string from **zfill()** with digit **0** filled to the left.

RETURN VALUE

**zfill()** returns a copy of the string with 0 filled to the left. The length of the returned string depends on the ***width*** provided.

* Suppose, the initial length of the string is 10. And, the ***width*** is specified 15. In this case, **zfill()** returns a copy of the string with five '0' digits filled to the left.
* Suppose, the initial length of the string is 10. And, the ***width*** is specified 8. In this case, **zfill()** doesn't fill '0' digits to the left and returns a copy of the original string. The length of the returned string in this case will be 10.

EXAMPLES

Example 1: *How* ***zfill()*** *works in Python?*

| text = "program is fun" print(text.zfill(15)) print(text.zfill(20)) print(text.zfill(10)) |
| --- |

Output:

| >>> 0program is fun >>> 000000program is fun >>> program is fun |
| --- |

However, if a string starts with the sign prefix ('+', '-'), the digit 0 is filled **after** the **first sign prefix** character.

| number = "-290" print(number.zfill(8))  number = "+290" print(number.zfill(8))  text = "--random+text" print(text.zfill(20)) |
| --- |

Output:

| >>> -0000290 >>> +0000290 >>> -0000000-random+text |
| --- |

### **\*str.format\_map()**

*The* ***format\_map()*** *method is* ***similar*** *to str.****format(\*\*mapping)*** *except that str.****format(\*\*mapping)*** *creates a* ***new dictionary*** *whereas str.****format\_map(mapping) doesn't****.*

Before talking about **format\_map()**, let's see how str.**format(\*\*mapping)** works for Python **Dictionaries**.

| point = {'x':4,'y':-5} print('{x} {y}'.format(\*\*point)) |
| --- |

Output:

| >>> 4 -5 |
| --- |

The **format\_map(mapping)** is similar to str.**format(\*\*mapping)** method.

The only difference is that str.**format(\*\*mapping)** copies the **dictionary** whereas str.**format\_map(mapping)** makes a **new** dictionary during method call. This can be useful **if you are working with a dict subclass**.

SYNTAX

| str.format\_map(mapping) |
| --- |

PARAMETER

**format\_map()** takes a single argument mapping(dictionary).

RETURN VALUE

**format\_map()** formats the given string and returns it.

EXAMPLES

Example 1: *How* ***format\_map()*** *works*

| point = {'x':4,'y':-5} print('{x} {y}'.format\_map(point))  point = {'x':4,'y':-5, 'z': 0} print('{x} {y} {z}'.format\_map(point)) |
| --- |

Output:

| >>> 4 -5 >>> 4 -5 0 |
| --- |

Example 2: *How* ***format\_map()*** *works with dict subclass*

| class Coordinate(dict):  def \_\_missing\_\_(self, key):  return key  print('({x}, {y})'.format\_map(Coordinate(x='6'))) print('({x}, {y})'.format\_map(Coordinate(y='5'))) print('({x}, {y})'.format\_map(Coordinate(x='6', y='5'))) |
| --- |

Output:

| >>> (6, y) >>> (x, 5) >>> (6, 5) |
| --- |

## 1.5 Lists

Lists are used to contain a list of values. They are denoted by square brackets. ([]). Commas are used to separate the values within a list. One list can contain a mix of different data types, as shown below:

| List = [5.0, 4, "f"] *#contains float, integer, string* |
| --- |

Although, it is generally good practice to only stick to one data type per list.

Examples:

| List\_1 = [1,2,3,4,5,6] List\_2 = [5.0, 9.8, 5.3] List\_3 = ["H","E","L","L","O",1,2,3] |
| --- |

Lists also can contain lists.

| BigList = [[1,2,3],["A","B","C"]] List1 = ["H","E","L","L","O"] List2 = ["W","O","R","L","D"] List3 = [List1,List2] |
| --- |

## 1.5.1 List Methods

### **list.index()**

*The* ***index()*** *method returns the index of the specified element in the list.*

Example

| animals = ['cat', 'dog', 'rabbit', 'horse']  *# get the index of 'dog'* index = animals.index('dog')   print(index) |
| --- |

Output

| >>> 1 |
| --- |

SYNTAX

| list.index(element, start, end) |
| --- |

PARAMETERS

The list **index()** method can take a maximum of three arguments:

* **element** - the element to be searched
* **start** (optional) - start searching from this index
* **end** (optional) - search the element up to this index

RETURN VALUES

* The **index()** method returns the index of the given element in the list.
* If the element is not found, a ValueError exception is raised.

Note: The **index()** method only returns the first occurrence of the matching element.

EXAMPLES

Example 1: *Find the* ***index*** *of the element*

| *# vowels list* vowels = ['a', 'e', 'i', 'o', 'i', 'u']  *# index of 'e' in vowels* index = vowels.index('e')  print('The index of e:', index)  *# element 'i' is searched* *# index of the first 'i' is returned* index = vowels.index('i')   print('The index of i:', index) |
| --- |

Output

| >>> The index of e: 1 >>> The index of i: 2 |
| --- |

Example 2: *Index of the element* ***not*** *present in the List*

| *# vowels list* vowels = ['a', 'e', 'i', 'o', 'u']  *# index of 'p' is vowels* index = vowels.index('p')  print('The index of p:', index) |
| --- |

Output

| >>> ValueError: 'p' is not in list |
| --- |

Example 3: ***index()*** *with Start and End Parameters*

| *# alphabets list* alphabets = ['a', 'e', 'i', 'o', 'g', 'l', 'i', 'u']  *# index of 'i' in alphabets* index = alphabets.index('e') *# 1*  print('The index of e:', index)  *# 'i' after the 4th index is searched* index = alphabets.index('i', 4) *# 6*  print('The index of i:', index)  *# 'i' between 3rd and 5th index is searched* index = alphabets.index('i', 3, 5) *# Error!*  print('The index of i:', index) |
| --- |

Output

| >>> The index of e: 1 >>> The index of i: 6 >>> Traceback (most recent call last):  File "\*lt;string>", line 13, in   ValueError: 'i' is not in list |
| --- |

### **list.append()**

*The* ***append()*** *method adds an item to the end of the list.*

Example

| currencies = ['Dollar', 'Euro', 'Pound']  *# append 'Yen' to the list* currencies.append('Yen')  print(currencies) |
| --- |

Output

| >>> ['Dollar', 'Euro', 'Pound', 'Yen'] |
| --- |

SYNTAX

| list.append(item) |
| --- |

PARAMETERS

**append()** takes a single argument

* **item** - an item (number, string, list etc.) to be added at the end of the list

EXAMPLES

Example 1: *Adding Elements to a List*

| *# animals list* animals = ['cat', 'dog', 'rabbit']  *# Add 'guinea pig' to the list* animals.append('guinea pig')  print('Updated animals list: ', animals) |
| --- |

Output

| >>> Updated animals list: ['cat', 'dog', 'rabbit', 'guinea pig'] |
| --- |

Example 2: *Adding a List to a List*

| *# animals list* animals = ['cat', 'dog', 'rabbit']  *# list of wild animals* wild\_animals = ['tiger', 'fox']  *# appending wild\_animals list to animals* animals.append(wild\_animals)  print('Updated animals list: ', animals) |
| --- |

Output

| >>> Updated animals list: ['cat', 'dog', 'rabbit', ['tiger', 'fox']] |
| --- |

Note: If you need to add **items of a list** (rather than the list itself) to **another list**, use the **extend()** method.

### **list.extend()**

*The* ***extend()*** *method adds all the* ***elements of an iterable*** *(list, tuple, string etc.) to the* ***end*** *of the* ***list****.*

Example

| *# create a list* prime\_numbers = [2, 3, 5]  *# create another list* numbers = [1, 4]  *# add all elements of prime\_numbers to numbers* numbers.extend(prime\_numbers)   print('List after extend():', numbers) |
| --- |

Output:

| >>> List after extend(): [1, 4, 2, 3, 5] |
| --- |

SYNTAX

| list1.extend(iterable) |
| --- |

PARAMETERS

As mentioned, the **extend()** method takes an **iterable** such as **list, tuple, string** etc.

EXAMPLE

Example 1: *Using* ***extend()*** *Method*

| *# languages list* languages = ['French', 'English']  *# another list of language* languages1 = ['Spanish', 'Portuguese']  *# appending language1 elements to language* languages.extend(languages1)   print('Languages List:', languages) |
| --- |

Output

| >>> Languages List: ['French', 'English', 'Spanish', 'Portuguese'] |
| --- |

Example 2: *Add Elements of Tuple and Set to List*

| *# languages list* languages = ['French']  *# languages tuple* languages\_tuple = ('Spanish', 'Portuguese')  *# languages set* languages\_set = {'Chinese', 'Japanese'}  *# appending language\_tuple elements to language* languages.extend(languages\_tuple) print('New Language List:', languages)  *# appending language\_set elements to language* languages.extend(languages\_set) print('Newer Languages List:', languages) |
| --- |

Output

| >>> New Languages List: ['French', 'Spanish', 'Portuguese'] >>> Newer Languages List: ['French', 'Spanish', 'Portuguese', 'Japanese', 'Chinese'] |
| --- |

Other Ways to Extend a List

You can also append all elements of an iterable to the list using:

1. the + operator

| a = [1, 2] b = [3, 4]  a += b *# a = a + b*   *# Output: [1, 2, 3, 4]* print('a =', a) |
| --- |

Output

| >>> a = [1, 2, 3, 4] |
| --- |

2. the list slicing syntax

| a = [1, 2] b = [3, 4]  a[len(a):] = b   *# Output: [1, 2, 3, 4]* print('a =', a) |
| --- |

Output

| >>> a = [1, 2, 3, 4] |
| --- |

Python **extend()** vs **append()**

If you need to add an **element to the end of a list**, you can use the **append()** method.

| a1 = [1, 2] a2 = [1, 2] b = (3, 4)  *# a1 = [1, 2, 3, 4]* a1.extend(b)  print(a1)  *# a2 = [1, 2, (3, 4)]* a2.append(b) print(a2) |
| --- |

Output

| >>> [1, 2, 3, 4] >>> [1, 2, (3, 4)] |
| --- |

To learn more, visit list **append()** method.

### **list.insert()**

*The* ***insert()*** *method inserts an* ***element*** *to the list* ***at the specified index****.*

Example

| *# create a list of vowels* vowel = ['a', 'e', 'i', 'u']  *# 'o' is inserted at index 3 (4th position)* vowel.insert(3, 'o')  print('List:', vowel) |
| --- |

Output

| >>> List: ['a', 'e', 'i', 'o', 'u'] |
| --- |

SYNTAX

| list.insert(i, elem) |
| --- |

Here, elem is inserted to the list at the ith index. All the elements after elem are shifted to the right.

PARAMETERS

The **insert()** method takes two parameters:

* **index** - the index where the element needs to be inserted
* **element** - this is the element to be inserted in the list

Notes:

* If index is 0, the element is inserted at the beginning of the list.
* If index is 3, the index of the inserted element will be 3 (4th element in the list).

EXAMPLES

Example 1: *Inserting an Element to the List*

| *# create a list of prime numbers* prime\_numbers = [2, 3, 5, 7]  *# insert 11 at index 4* prime\_numbers.insert(4, 11)   print('List:', prime\_numbers) |
| --- |

Output

| >>> List: [2, 3, 5, 7, 11] |
| --- |

Example 2: *Inserting a Tuple (as an Element) to the List*

| mixed\_list = [{1, 2}, [5, 6, 7]]  *# number tuple* number\_tuple = (3, 4)  *# inserting a tuple to the list* mixed\_list.insert(1, number\_tuple)   print('Updated List:', mixed\_list) |
| --- |

Output

| >>> Updated List: [{1, 2}, (3, 4), [5, 6, 7]] |
| --- |

### **list.remove()**

*The* ***remove()*** *method removes the first matching element (which is passed as an argument) from the list.*

Example

| *# create a list* prime\_numbers = [2, 3, 5, 7, 9, 11]  *# remove 9 from the list* prime\_numbers.remove(9)   *# Updated prime\_numbers List* print('Updated List: ', prime\_numbers) |
| --- |

Output

| >>> Updated List: [2, 3, 5, 7, 11] |
| --- |

SYNTAX

| list.remove(element) |
| --- |

PARAMETERS

* The **remove()** method takes a single element as an argument and removes it from the list.
* If the **element** doesn't exist, it throws **ValueError: list.remove(x): x not in list** exception.

EXAMPLES

Example 1: *Remove element from the list*

| *# animals list* animals = ['cat', 'dog', 'rabbit', 'guinea pig']  *# 'rabbit' is removed* animals.remove('rabbit')   *# Updated animals List* print('Updated animals list: ', animals) |
| --- |

Output

| >>> Updated animals list: ['cat', 'dog', 'guinea pig'] |
| --- |

Example 2: ***remove()*** *method on a list having duplicate elements*

If a list contains duplicate elements, the **remove()** method only removes the first matching element.

| *# animals list* animals = ['cat', 'dog', 'dog', 'guinea pig', 'dog']  *# 'dog' is removed* animals.remove('dog')  *# Updated animals list* print('Updated animals list: ', animals) |
| --- |

Output

| Updated animals list: ['cat', 'dog', 'guinea pig', 'dog'] |
| --- |

Here, only the first occurrence of element 'dog' is removed from the list.

Example 3: *Deleting an element that doesn't exist*

| *# animals list* animals = ['cat', 'dog', 'rabbit', 'guinea pig']  *# Deleting 'fish' element* animals.remove('fish')   *# Updated animals List* print('Updated animals list: ', animals) |
| --- |

Output

| >>> Traceback (most recent call last):  File ".. .. ..", line 5, in <module>  animal.remove('fish')  ValueError: list.remove(x): x not in list |
| --- |

Here, we are getting an error because the animals list doesn't contain 'fish'.

If you need to delete elements based on the index (like the fourth element), you can use the **pop()** method (counterpart of **insert()**).

Also, you can use the **Python del statement** to remove items from the list.

### **list.count()**

*The* ***count()*** *method returns the number of times the specified element appears in the list.*

Example

| *# create a list* numbers = [2, 3, 5, 2, 11, 2, 7]  *# check the count of 2* count = numbers.count(2)   print('Count of 2:', count) |
| --- |

Output

| >>> Count of 2: 3 |
| --- |

SYNTAX

| list.count(element) |
| --- |

PARAMETERS

The **count()** method takes a single argument:

* **element** - the element to be counted

RETURN VALUE

The **count()** method returns the number of times the element appears within the list.

EXAMPLES

Example 1: *Use of count()*

| *# vowels list* vowels = ['a', 'e', 'i', 'o', 'i', 'u']  *# count element 'i'* count = vowels.count('i')   *# print count* print('The count of i is:', count)  *# count element 'p'* count = vowels.count('p')   *# print count* print('The count of p is:', count) |
| --- |

Output

| >>> The count of i is: 2 >>> The count of p is: 0 |
| --- |

Example 2: *Count Tuple and List Elements Inside List*

| *# random list* random = ['a', ('a', 'b'), ('a', 'b'), [3, 4]]  *# count element ('a', 'b')* count = random.count(('a', 'b'))  *# print count* print("The count of ('a', 'b') is:", count)  *# count element [3, 4]* count = random.count([3, 4])  *# print count* print("The count of [3, 4] is:", count) |
| --- |

Output

| >>> The count of ('a', 'b') is: 2 >>> The count of [3, 4] is: 1 |
| --- |

### **list.pop()**

*The* ***pop()*** *method removes the item at the given index from the list and returns the removed item.*

Example

| *# create a list of prime numbers* prime\_numbers = [2, 3, 5, 7]  *# remove the element at index 2* removed\_element = prime\_numbers.pop(2)  print('Removed Element:', removed\_element) print('Updated List:', prime\_numbers) |
| --- |

Output

| >>> Removed Element: 5 >>> Updated List: [2, 3, 7] |
| --- |

SYNTAX

| list.pop(index) |
| --- |

PARAMETERS

The **pop()** method takes a single argument (index).

* The argument passed to the method is **optional**. If not passed, the **default index -1** is passed as an argument (index of the **last** item).
* If the index passed to the method is not in range, it throws **IndexError: pop index out of range** exception.

RETURN VALUES

The **pop()** method returns the item present at the given index. This item is also removed from the list.

EXAMPLES

Example 1: *Pop item at the given index from the list*

| *# programming languages list* languages = ['Python', 'Java', 'C++', 'French', 'C']  *# remove and return the 4th item* return\_value = languages.pop(3)  print('Return Value:', return\_value)  *# Updated List* print('Updated List:', languages) |
| --- |

Output

| >>> Return Value: French >>> Updated List: ['Python', 'Java', 'C++', 'C'] |
| --- |

Note: Index in Python starts from 0, not 1.

If you need to pop the 4th element, you need to pass 3 to the **pop()** method.

Example 2: ***pop()*** *without an index, and for negative indices*

| *# programming languages list* languages = ['Python', 'Java', 'C++', 'Ruby', 'C']  *# remove and return the last item* print('When index is not passed:')  print('Return Value:', languages.pop())  print('Updated List:', languages)  *# remove and return the last item* print('\nWhen -1 is passed:')  print('Return Value:', languages.pop(-1))  print('Updated List:', languages)  *# remove and return the third last item* print('\nWhen -3 is passed:')  print('Return Value:', languages.pop(-3))  print('Updated List:', languages) |
| --- |

Output

| >>> When index is not passed: >>> Return Value: C >>> Updated List: ['Python', 'Java', 'C++', 'Ruby'] >>>  When -1 is passed: >>> Return Value: Ruby >>> Updated List: ['Python', 'Java', 'C++'] >>>  When -3 is passed: >>> Return Value: Python >>> Updated List: ['Java', 'C++'] |
| --- |

If you need to remove the **given item** from the list, you can use the **remove()** method.

And, you can use the **del statement** to remove an **item or slices** from the list.

### **list.reverse**

*The* ***reverse()*** *method reverses the elements of the list.*

Example

| *# create a list of prime numbers* prime\_numbers = [2, 3, 5, 7]  *# reverse the order of list elements* prime\_numbers.reverse()   print('Reversed List:', prime\_numbers) |
| --- |

Output

| >>> Reversed List: [7, 5, 3, 2] |
| --- |

SYNTAX

| list.reverse() |
| --- |

EXAMPLES

Example 1: *Reverse a List*

| *# Operating System List* systems = ['Windows', 'macOS', 'Linux'] print('Original List:', systems)  *# List Reverse* systems.reverse()   *# updated list* print('Updated List:', systems) |
| --- |

Output

| >>> Original List: ['Windows', 'macOS', 'Linux'] >>> Updated List: ['Linux', 'macOS', 'Windows'] |
| --- |

Example 2: *Reverse a List Using Slicing Operator*

| *# Operating System List* systems = ['Windows', 'macOS', 'Linux'] print('Original List:', systems)  *# Reversing a list*  *# Syntax: reversed\_list = systems[start:stop:step]*  reversed\_list = systems[::-1]   *# updated list* print('Updated List:', reversed\_list) |
| --- |

Output

| >>> Original List: ['Windows', 'macOS', 'Linux'] >>> Updated List: ['Linux', 'macOS', 'Windows'] |
| --- |

Example 3: *Accessing Elements in Reversed Order*

If you need to access individual elements of a list in the reverse order, it's better to use the **reversed()** function.

| *# Operating System List* systems = ['Windows', 'macOS', 'Linux']  *# Printing Elements in Reversed Order* for o in reversed(systems):  print(o) |
| --- |

Output

| >>> Linux >>> macOS >>> Windows |
| --- |

### **\*list.sort()**

*The* ***sort()*** *method sorts the items of a list in ascending or descending order.*

Examples

| prime\_numbers = [11, 3, 7, 5, 2]  *# sorting the list in ascending order* prime\_numbers.sort()  print(prime\_numbers) |
| --- |

Output

| >>> [2, 3, 5, 7, 11] |
| --- |

SYNTAX

| list.sort(key=..., reverse=...) |
| --- |

Alternatively, you can also use Python's built-in sorted() function for the same purpose.

| sorted(list, key=..., reverse=...) |
| --- |

Note: The simplest difference between **sort()** and **sorted()** is: **sort()** **changes the list directly** and **doesn't return any value**, while **sorted() doesn't change the list** and **returns the sorted list**.

PARAMETERS

By default, **sort()** doesn't require any extra parameters. However, it has two optional parameters:

* **reverse** - If **True**, the sorted list is **reversed** (or sorted in **Descending order**)
* **key** - function that serves as a key for the **sort comparison**

RETURN VALUE

The **sort()** method **doesn't return any value**. Rather, it **changes the original list**.

If you want a function to **return the sorted list** **rather than** **change the original list**, use **sorted()**.

EXAMPLES

Example 1: *Sort a given list*

| *# vowels list* vowels = ['e', 'a', 'u', 'o', 'i']  *# sort the vowels* vowels.sort()  *# print vowels* print('Sorted list:', vowels) |
| --- |

Output

| >>> Sorted list: ['a', 'e', 'i', 'o', 'u'] |
| --- |

Sort in Descending order

The **sort()** method accepts a **reverse parameter** as an **optional argument**.

Setting **reverse = True** sorts the list in the **descending order**.

| list.sort(reverse=True) |
| --- |

Alternatively for **sorted()**, you can use the following code.

| sorted(list, reverse=True) |
| --- |

Example 2: *Sort the list in Descending order*

| *# vowels list* vowels = ['e', 'a', 'u', 'o', 'i']  *# sort the vowels* vowels.sort(reverse=True)  *# print vowels* print('Sorted list (in Descending):', vowels) |
| --- |

Output

| >>> Sorted list (in Descending): ['u', 'o', 'i', 'e', 'a'] |
| --- |

Sort with custom function using key

If you want your own implementation for sorting, the **sort()** method also accepts a **key function** as an **optional parameter**.

Based on the results of the **key function**, you can sort the given list.

| list.sort(key=len) |
| --- |

Alternatively for sorted:

| sorted(list, key=len) |
| --- |

Here, ***len*** is Python's in-built function to count the **length of an element**.

The list is sorted based on the **length of each element**, from **lowest count to highest**.

We know that a ***tuple*** is sorted using its **first parameter by default**. Let's look at how to customize the **sort()** method to sort using the **second element**.

Example 3: *Sort the list using key*

| *# take second element for sort* def takeSecond(elem):  return elem[1]  *# random list* random = [(2, 2), (3, 4), (4, 1), (1, 3)]  *# sort list with key* random.sort(key=takeSecond)  *# print list* print('Sorted list:', random) |
| --- |

Output

| >>> Sorted list: [(4, 1), (2, 2), (1, 3), (3, 4)] |
| --- |

Let's take another example. Suppose we have a **list** of information about the employees of an office where each **element is a dictionary**.

We can sort the list in the following way:

| *# sorting using custom key* employees = [  {'Name': 'Alan Turing', 'age': 25, 'salary': 10000},  {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000},  {'Name': 'John Hopkins', 'age': 18, 'salary': 1000},  {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, ]  *# custom functions to get employee info* def get\_name(employee):  return employee.get('Name')  def get\_age(employee):  return employee.get('age')  def get\_salary(employee):  return employee.get('salary')  *# sort by name (Ascending order)* employees.sort(key=get\_name) print(employees, end='\n\n')  *# sort by Age (Ascending order)* employees.sort(key=get\_age) print(employees, end='\n\n')  *# sort by salary (Descending order)* employees.sort(key=get\_salary, reverse=True) print(employees, end='\n\n') |
| --- |

Output

| >>> [{'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'John Hopkins', 'age': 18, 'salary': 1000}, {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}]  >>> [{'Name': 'John Hopkins', 'age': 18, 'salary': 1000}, {'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}, {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}]  >>> [{'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, {'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}, {'Name': 'John Hopkins', 'age': 18, 'salary': 1000}] |
| --- |

Here, for the **first** case, our custom function **returns the name of each employee**. Since the name is a ***string***, Python by default sorts it using the **alphabetical order**.

For the **second** case, age (***int***) is returned and is sorted in **ascending order**.

For the **third** case, the function returns the salary (***int***), and is sorted in the **descending order using reverse = True**.

It is a good practice to use the ***lambda* function** when the function can be **summarized in one line**. So, we can also write the above program as:

| *# sorting using custom key* employees = [  {'Name': 'Alan Turing', 'age': 25, 'salary': 10000},  {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000},  {'Name': 'John Hopkins', 'age': 18, 'salary': 1000},  {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, ]  *# sort by name (Ascending order)* employees.sort(key=lambda x: x.get('Name')) print(employees, end='\n\n')  *# sort by Age (Ascending order)* employees.sort(key=lambda x: x.get('age')) print(employees, end='\n\n')  *# sort by salary (Descending order)* employees.sort(key=lambda x: x.get('salary'), reverse=True) print(employees, end='\n\n') |
| --- |

Output

| >>> [{'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'John Hopkins', 'age': 18, 'salary': 1000}, {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}]  >>> [{'Name': 'John Hopkins', 'age': 18, 'salary': 1000}, {'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}, {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}]  >>> [{'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, {'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}, {'Name': 'John Hopkins', 'age': 18, 'salary': 1000}] |
| --- |

### **\*list.copy()**

*The* ***copy()*** *method returns a shallow copy of the list.*

Example

| *# mixed list* prime\_numbers = [2, 3, 5]  *# copying a list* numbers = prime\_numbers.copy()   print('Copied List:', numbers) |
| --- |

Output

| >>> Copied List: [2, 3, 5] |
| --- |

SYNTAX

| new\_list = list.copy() |
| --- |

EXAMPLE

Example 1: *Copying a List*

| *# mixed list* my\_list = ['cat', 0, 6.7]  *# copying a list* new\_list = my\_list.copy()   print('Copied List:', new\_list) |
| --- |

Output

| >>> Copied List: ['cat', 0, 6.7] |
| --- |

If you modify the **new\_list** in the above example, **my\_list** will **not be modified**.

List copy using =

We can also use the **=** operator to copy a list. For example,

| old\_list = [1, 2, 3] new\_list = old\_list |
| --- |

However, there is one problem with copying lists in this way. If you modify **new\_list**, **old\_list** is also modified. It is because the new list is referencing or pointing to the same **old\_list** object.

| old\_list = [1, 2, 3]  *# copy list using =* new\_list = old\_list   *# add an element to list* new\_list.append('a')  print('New List:', new\_list) print('Old List:', old\_list) |
| --- |

Output

| >>> Old List: [1, 2, 3, 'a'] >>> New List: [1, 2, 3, 'a'] |
| --- |

However, if you need the original list **unchanged** when the new list is **modified**, you can use the **copy()** method.

Example 2: Copy List Using Slicing Syntax

| *# shallow copy using the slicing syntax* *# mixed list* list = ['cat', 0, 6.7] *# copying a list using slicing* new\_list = list[:] *# Adding an element to the new list* new\_list.append('dog') *# Printing new and old list* print('Old List:', list) print('New List:', new\_list) |
| --- |

Output

| >>> Old List: ['cat', 0, 6.7] >>> New List: ['cat', 0, 6.7, 'dog'] |
| --- |

### **\*list.clear()**

*The* ***clear()*** *method removes all items from the list.*

Example

| prime\_numbers = [2, 3, 5, 7, 9, 11]  *# remove all elements* prime\_numbers.clear()  *# Updated prime\_numbers List* print('List after clear():', prime\_numbers) |
| --- |

Output

| >>> List after clear(): [] |
| --- |

SYNTAX

| list.clear() |
| --- |

EXAMPLES

Example 1: Working of clear() method

| *# Defining a list* list = [{1, 2}, ('a'), ['1.1', '2.2']] *# clearing the list* list.clear() print('List:', list) |
| --- |

Output

| >>> List: [] |
| --- |

Example 2: Emptying the List Using del

| *# Defining a list* list = [{1, 2}, ('a'), ['1.1', '2.2']]  *# clearing the list* del list[:]  print('List:', list) |
| --- |

Output

| >>> List: [] |
| --- |

## 1.6 Tuples

#TODO

## 1.7 Dictionary

#TODO

## 1.8 Classes

Python Classes

A class is considered as a blueprint of objects. We can think of the class as a sketch (prototype) of a house. It contains all the details about the floors, doors, windows, etc. Based on these descriptions we build the house. House is the object.

Since many houses can be made from the same description, we can create many objects from a class.

### SYNTAX

#TODO

# 2.0 Operators

Operators are used to perform operations on variables and values.

## 2.1 Math operators

Used to perform math operations

| Operator | Name/Description | Example |
| --- | --- | --- |
| + | addition | a+b |
| - | subtraction | a-b |
| \* | multiplication | a\*b |
| / | division | a/b |
| % | modulo. Returns the remainder of the division | a%b  5%2 = 1 |
| \*\* | exponent/power | a\*\*b  5\*\*2 = 25 |
| // | Floor division. Same as division, but rounds down to nearest whole number | a//b  5//2 = 2 |

Tips:  
  
 - To square a number, \*\*0.5 is preferred over math.sqrt()

It more convenient as there is no need to import math, and saves on runtime

* To check if a number is even, the modulo operator can be used to check if the number is divisible by 2.

For example:

| num = 5 if num%2 == 0: // check if number is divisible by 2  print("Number is a even number") else:  print("Number is a odd number") |
| --- |

## 2.2 Assignment operators

Used to perform math operations to variables and assign values

| Operator | Example | Same as |
| --- | --- | --- |
| = | x = 5 | x = 5 |
| += | x += 3 | x = x+3 |
| -= | x-= 4 | x = x-4 |
| \*= | x\*=2 | x = x\*2 |
| /= | x/= 3 | x = x/3 |
| %= | x %= 3 | x = x%3 |
| \*\*= | x\*\*= 5 | x = x\*\*5 |
| //= | x//= 8 | x//= 8 |

## 2.3 Comparison operators

Used to compare two values

| Operator | Name | Example |
| --- | --- | --- |
| == | is equal to | x == y |
| != | not equal to | x != y |
| > | greater than | x > y |
| < | less than | x < y |
| >= | greater than or equal to | x >= y |
| <= | less than or equal to | x <= y |

## 2.4 Logical operators

Logical operators are used to combine conditional statements

| Name | Description | Example |
| --- | --- | --- |
| and | returns True if both statements are true | x == 5 and y == 10 |
| or | returns True if either statement is true | x == 1 or y == 3 |
| not | returns False if result is True, returns True if result is False; Reverses the result | not x == 5 |

## 2.5 "in" operator

Check if a sequence is in an object

For example,

| "a" in "aeiou" //True 5 in [1,2,3,4] //False [1,3] in [[1,3], [2,4], [5,9]] //True |
| --- |

## 2.6 operator order

Parentheses (brackets) can be used to change the order in which operators are performed. Operators in brackets are evaluated first

Examples:

| print((5+3)/4) // 2  print(True or False and False) // True print((True or False) and False) //False  print(not True and False) //False  print(not(True and False)) // True |
| --- |

For math operators, multiplication and divisions are evaluated first, followed by addition and subtraction. For example, 5+3/2 is the same as 5+(3/2)

# 

# 3.0 If statements

An "if statement" is written by using the if keyword.

Example:

| a = 5 b = 3  if a > b:  print("a is greater than b") |
| --- |

In this example, the condition for the if statement is a>b. Since this condition is met, the program will print out the line "a is greater than b"

## 3.1 Indentation

Python uses indentation (white space at the start of the line) to set the scope of the code.

Example 1:

| a = 2 b = 1  if a == 1 and b == 1:  print("both a and b are 1")  print("yay!") |
| --- |

Output:

|  |
| --- |

Example 2:

| a = 2 b = 1  if a == 1 and b == 1:  print("both a and b are 1") print("yay!") |
| --- |

Output:

| yay! |
| --- |

In example 1, both print statements are indented. This means that the if statement "contains" both prints, hence the two messages are only outputted when the condition is met

In example 2, the first print is indented but the second isn't. This means that the if statement only "contains" the first print, and the second print is "outside" the if statement, hence the second print would still print even when the condition of the if statement is not met

Another way to understand indentation is using code blocks to visualise it. Here's example 2 in scratch:
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With nested if statements (if statement inside an if statement), indentation becomes more complex. Heres an example in python and scratch:  
  
Python:

| a = 5 b = 3  if a > 3:  if b > 10:  print("b is greater than 10!")  print("a is greater than 3!") |
| --- |

output:

| a is greater than 3! |
| --- |

Scratch:
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## 3.2 Else

Else is used to catch anything that does not meet the other conditions.

For example

| a = 5  if a > 5:  print("a is greater than 5") else:  print("a is less than or equal to 5") |
| --- |

output

| a is less than or equal to 5 |
| --- |

## 3.3 Elif

elif is the shorthand of "else if". If the previous conditions were not met, then the elif statement would be evaluated.

Example:

| x = 3 y = 3 if x < y:  print("x is less than y") elif x == y:  print("x is equal to y") |
| --- |

output

| x is equal to y |
| --- |

You can also chain multiple elif statements together and include an else statement, as such:

| grade = 65  if grade => 80:  print("Excellent!") elif grade >= 70:  print("Well done!") elif grade >= 60:  print("Nice try!") else:  print("bad") |
| --- |

output

| Nice try! |
| --- |

# 4.0 (User-defined) Functions

**It is recommended to learn indentation before learning this section. It is found at "3.1** [**Indentation**](#_g3bcssdjzl82)**"**

A function is a block of code that only runs when it is called. You can also pass data into a function

**Defining functions**

A function can be defined with the "def" keyword

| def function\_name():  print("function!") |
| --- |

**Calling functions**

Calling a function runs the code in the function. You can call a function via its name followed by parenthesis

Example:

| def function\_name():  print("function!")  function\_name() |
| --- |

Output:

| function! |
| --- |

## 4.1 Arguments and parameters

Data can be passed into a function as arguments.

Arguments can be added to a function inside the parentheses when defining it. They are called parameters. A parameter acts as a local variable and it cannot be used outside the function.

A value can be passed as an argument by including the value inside the parenthesis in the function call.

In the example below, the function welcome has a parameter (name), and it is called once, with the argument being "Toby"

Example:

| def welcome(name):  print("Welcome, {}!".format(name))  welcome("Toby") |
| --- |

Output:

| Welcome, Toby! |
| --- |

You can have multiple arguments for one function, by using a comma to separate each one

Example:

| def shout(name, message):  print("Hey, {}! {}".format(name,message))  shout("Lee", "You smell like a dirty sock") |
| --- |

Output:

| Hey, Lee! You smell like a dirty sock |
| --- |

## 4.2 Return statements

Functions can also have a return statement, which lets the function return a value.

| def power(a,b):  return a\*\*b  print(power(5,2)) // printing the function return result = power(2,2) // assigning the function return to a variable |
| --- |

When the return statement is evaluated, it will also end the function. This can be used to stop the rest of the code in the function from running, as such:

| def isEven(n):  if n%2 == 0:  return  print("Is even!")   isEven(2) //outputs "Is even!"  isEven(1) //no output |
| --- |

## \*4.3 Default parameter value

A function parameter can have a default value, by using the "=" operator to assign it a value in the function definition.

When no value is passed to the parameter during a function call, the parameter will have the default value instead

Example 1:

| def getScore(score=100):  print("My score is {}".format(score))  getScore(50) getScore() |
| --- |

output:

| My score is 50 My score is 100 |
| --- |

Example 2:

| def intro(name, country = "Sweden"):  print("Hi, I'm {} and I am from {}".format(name, country))  intro("Jack") intro("Jayden","Singapore") |
| --- |

output:

| Hi, I'm Jack and I am from Sweden Hi, I'm Jayden and I am from Singapore |
| --- |

# 5.0 Loops

In computer programming, **loops are used to repeat a block of code**.

For example, if we want to show a message **100 times**, then we can use a **loop**. It's just a simple example; you can achieve much more with loops.

There are 2 types of loops in Python:

* ***for*** loop
* ***while*** loop

## 5.1 For Loops

*In Python, a* ***for*** *loop is used to iterate over sequences such as* ***lists****,* ***tuples****,* ***string****, etc.*

For example,

| languages = ['Swift', 'Python', 'Go', 'JavaScript']  *# run a loop for each item of the list* for language in languages:  print(language) |
| --- |

Output

| >>> Swift >>> Python >>> Go >>> JavaScript |
| --- |

In the above example, we have created a ***list*** called **languages**.

Initially, the value of **language** is set to the **first element** of the array,i.e. **Swift**, so the ***print*** statement **inside the loop** is executed.

**language** is updated with the next element of the list, and the **print statement is executed again**. This way, the **loop runs until the last element of the list is accessed**.

SYNTAX

| for val in sequence:  *# statement(s)* |
| --- |

Here, ***val*** accesses each item of sequence on each iteration. The loop continues **until we reach the last item in the sequence**.

Flowchart of Python for Loop![](data:image/png;base64,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)

*Working of Python for loop*

EXAMPLES

Example: *Loop Through a String*

| for x in 'Python':  print(x) |
| --- |

Output

| >>> P >>> y >>> t >>> h >>> o >>> n |
| --- |

Python for Loop with Python **range()**

A range is a series of values **between two numeric intervals**.

We use Python's built-in function **range()** to define a range of values. For example,

| values = range(4) |
| --- |

Here,**4** inside **range()** defines a range containing values **0**, **1**, **2**, **3**.

In Python, we can use a ***for*** loop to iterate **over a range**. For example,

| *# use of range() to define a range of values* values = range(4)  *# iterate from i = 0 to i = 3* for i in values:  print(i) |
| --- |

Output

| >>> 0 >>> 1 >>> 2 >>> 3 |
| --- |

In the above example, we have used the ***for*** loop to iterate over a range from **0** to **3**.

The value of ***i*** is set to **0** and it is updated to the next number of the range on each iteration. This process continues until **3** is reached.

| Iteration | Condition | Action |
| --- | --- | --- |
| 1st | True | 0 is printed. i is increased to 1. |
| 2nd | True | 1 is printed. i is increased to 2. |
| 3rd | True | 2 is printed. i is increased to 3. |
| 4th | True | 3 is printed. i is increased to 4. |
| 5th | False | The loop is terminated |

Note: To learn more about the use of ***for* loop with range**, visit Python ***range()***.

Using a for Loop Without Accessing Items

It is **not mandatory** to use items of a sequence within a ***for*** loop.

For example,

| languages = ['Swift', 'Python', 'Go']  for language in languages:  print('Hello')  print('Hi') |
| --- |

Output

| >>> Hello >>> Hi >>> Hello >>> Hi >>> Hello >>> Hi |
| --- |

Here, the loop runs **three** times because our list has **three** items. In each iteration, the loop body prints **'Hello'** and **'Hi'**. The items of the list are **not** used within the loop.

If we do not intend to use items of a sequence **within the loop**, we can write the loop like this:

| languages = ['Swift', 'Python', 'Go']  for \_ in languages:  print('Hello')  print('Hi') |
| --- |

The **\_** symbol is used to denote that the elements of a sequence will ***not* be used within the loop body**.

Python for loop with else

A for loop can have an optional else block. The else part is executed when the loop is exhausted (after the loop iterates through every item of a sequence). For example,

| digits = [0, 1, 5]  for i in digits:  print(i) else:  print("No items left.") |
| --- |

Output

| >>> 0 >>> 1 >>> 5 >>> No items left. |
| --- |

Here, the for loop prints **all the items** of the ***digits* list**. When the loop finishes, it executes the **else block** and prints ***No items left***.

Note: The else block will **not execute** if the for loop is stopped by a ***break*** statement.

## \*5.2 While Loops

*Python while loop is used to run a block code until a certain condition is met.*

SYNTAX

| while condition:  *# body of while loop* |
| --- |

Here,

1. A ***while*** loop evaluates the ***condition***
2. If the ***condition*** evaluates to **True**, the code inside the ***while*** loop is executed.
3. ***condition*** is evaluated again.
4. This process continues until the condition is **False**.
5. When ***condition*** evaluates to **False**, the loop stops.
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Flowchart of Python while Loop

*Flowchart of while Loop*

EXAMPLES

Example 1: *Python* ***while*** *Loop*

| *# program to display numbers from 1 to 5*  *# initialize the variable* i = 1 n = 5  *# while loop from i = 1 to 5* while i <= n:  print(i)  i = i + 1 |
| --- |

Output

| >>> 1 >>> 2 >>> 3 >>> 4 >>> 5 |
| --- |

Here's how the program works:

| Variable |  | Condition: ***i*** <= ***n*** | Action |
| --- | --- | --- | --- |
| i = 1 | n = 5 | True | 1 is printed. i is increased to 2. |
| i = 2 | n = 5 | True | 2 is printed. i is increased to 3. |
| i = 3 | n = 5 | True | 3 is printed. i is increased to 4. |
| i = 4 | n = 5 | True | 4 is printed. i is increased to 5. |
| i = 5 | n = 5 | True | 5 is printed. i is increased to 6. |
| i = 6 | n = 5 | False | The loop is terminated. |

Example 2: *Python* ***while*** *Loop*

| *# program to calculate the sum of numbers* *# until the user enters zero*  total = 0  number = int(input('Enter a number: '))  *# add numbers until number is zero* while number != 0:  total += number *# total = total + number*    *# take integer input again*  number = int(input('Enter a number: '))    print('total =', total) |
| --- |

Output

| >>> Enter a number: *12* >>> Enter a number: *4* >>> Enter a number: *-5* >>> Enter a number: *0* >>> total = *11* |
| --- |

In the above example, the while iterates until the user enters ***zero***. When the user enters ***zero***, the test condition evaluates to **False** and the loop **ends**.

Infinite while Loop in Python

If the condition of a loop is always **True**, the loop runs for **infinite times** (until the memory is full).

For example,

| age = 32  *# the test condition is always True* while age > 18:  print('You can vote') |
| --- |

In the above example, the condition **always** evaluates to **True**. Hence, the loop body will run for **infinite** times.

Python While loop with else

In Python, a ***while*** loop may have an **optional else block**.

Here, the else part is executed ***after*** the condition of the loop evaluates to **False**.

| counter = 0  while counter < 3:  print('Inside loop')  counter = counter + 1 else:  print('Inside else') |
| --- |

Output

| >>> Inside loop >>> Inside loop >>> Inside loop >>> Inside else |
| --- |

Note: The else block will **not** execute if the while loop is terminated by a ***break*** statement.

E.g.

| counter = 0  while counter < 3:  *# loop ends because of break*  *# the else part is not executed*   if counter == 1:  break   print('Inside loop')  counter = counter + 1 else:  print('Inside else') |
| --- |

Output

| >>> Inside loop  >>> Inside else |
| --- |

Python for Vs while loops

The for loop is usually used when the number of iterations is known. For example,

| *# this loop is iterated 4 times (0 to 3)* for i in range(4):  print(i) |
| --- |

The while loop is usually used when the number of iterations is unknown. For example,

| while condition:  *# run code until the condition evaluates to False* |
| --- |

## \*5.3 Break and Continue

*The* ***break*** *statement is used to* ***terminate the loop immediately*** *when it is encountered.*

SYNTAX

| break |
| --- |
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Python break Statement with for Loop

We can use the break statement with the for loop to terminate the loop when a certain condition is met.

For example,

| for i in range(5):  if i == 3:  break  print(i) |
| --- |

Output

| >>> 0 >>> 1 >>> 2 |
| --- |

In the above example, we have used the ***for*** loop to print the value of ***i***. Notice the use of the ***break*** statement,

| if i == 3:  break |
| --- |

Here, when ***i*** is equal to ***3***, the break statement terminates the loop. Hence, the output doesn't include values after ***2***.

Note: The ***break*** statement is almost always used with decision-making statements.

Python break Statement with while Loop

We can also terminate the while loop using the break statement.

For example,

| *# program to find first 5 multiples of 6*  i = 1  while i <= 10:  print('6 \* ',(i), '=',6 \* i)   if i >= 5:  break    i = i + 1 |
| --- |

Output

| >>> 6 \* 1 = 6 >>> 6 \* 2 = 12 >>> 6 \* 3 = 18 >>> 6 \* 4 = 24 >>> 6 \* 5 = 30 |
| --- |

In the above example, we have used the ***while*** loop to find the first **5** multiples of **6**. Here notice the line,

| if i >= 5:  break |
| --- |

This means when ***i*** is **greater than or equal** to **5**, the ***while*** loop is terminated.

Python continue Statement

The ***continue*** statement is used to **skip** the current iteration of the loop and the control flow of the program goes to the **next iteration**.

SYNTAX

| continue |
| --- |

Working of Python continue Statement![](data:image/png;base64,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)

Python continue Statement with for Loop

We can use the ***continue*** statement with the **for** loop to skip the current iteration of the loop. Then the control of the program **jumps to the next iteration**. For example,

| for i in range(5):  if i == 3:  continue  print(i) |
| --- |

Output

| >>> 0 >>> 1 >>> 2 >>> 4 |
| --- |

In the above example, we have used the ***for*** loop to print the value of ***i***. Notice the use of the ***continue*** statement,

| if i == 3:  continue |
| --- |

Here, when ***i*** is equal to **3**, the ***continue*** statement is executed. Hence, the value **3** is not printed to the output.

Python continue Statement with while Loop

In Python, we can also skip the current iteration of the ***while*** loop using the ***continue*** statement. For example,

| *# program to print odd numbers from 1 to 10*  num = 0  while num < 10:  num += 1    if (num % 2) == 0:  continue   print(num) |
| --- |

Output

| >>> 1 >>> 3 >>> 5 >>> 7 >>> 9 |
| --- |

In the above example, we have used the ***while*** loop to print the **odd** numbers between **1** to **10**. Notice the line,

| if (num % 2) == 0:  continue |
| --- |

Here, when the number is **even**, the ***continue*** statement skips the current iteration and starts the next iteration.

## \*5.4 Pass

In Python programming, the ***pass*** statement is a **null** statement which can be used as a **placeholder for future code**.

Suppose we have a loop or a function that is **not implemented yet**, but we want to **implement it in the future**. In such cases, we can use the ***pass*** statement.

SYNTAX

| pass |
| --- |

Using pass With Conditional Statement

| n = 10  *# use pass inside if statement* if n > 10:  pass  print('Hello') |
| --- |

Here, notice that we have used the ***pass*** statement inside the ***if*** statement.

However, nothing happens when the pass is executed. It results in no operation (NOP).

Suppose we didn't use pass or just put a comment as:

| n = 10  if n > 10:  *# write code later*  print('Hello') |
| --- |

Here, we will get an error message: ***IndentationError: expected an indented block***

Note: The difference between a **comment** and a ***pass*** statement in Python is that while the interpreter ***ignores a comment entirely***, ***pass*** is **not ignored**.

Use of pass Statement inside Function or Class

We can do the same thing in an empty function or class as well.

For example,

| def function(args):  pass  class Example:  pass |
| --- |

# 6.0 Built-in Functions

*Python has several functions that are readily available for use. These functions are called* ***built-in*** *functions.*

## 6.1 File I/O

A file is a container in computer storage devices used for storing data.

When we want to **read from** or **write to** a file, we need to **open** it first. When we are done, it needs to be **closed** so that the **resources that are tied with the file are freed**.

Hence, in Python, a file operation takes place in the following order:

1. ***Open*** a file
2. ***Read*** or ***write*** (perform operation)
3. ***Close*** the file

Opening Files in Python

In Python, we use the ***open()*** method to open files.

To demonstrate how we open files in Python, let's suppose we have a file named test.txt with the following content.
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*Opening Files in Python*

Now, let's try to open data from this file using the ***open()*** function.

| *# open file in current directory* file1 = open("test.txt") |
| --- |

Here, we have created a file object named **file1**. This object can be used to work with files and directories.

By default, the files are open in **read mode** (cannot be modified). The code above is equivalent to:

| file1 = open("test.txt", "r") |
| --- |

Here, we have explicitly specified the mode by passing the **"r"** argument which means file is opened for **reading**.

Different Modes to Open a File in Python

| **Mode** | **Description** |
| --- | --- |
| ***r*** | Open a file for reading. (**default**) |
| ***w*** | Open a file for writing. Creates a new file if it does not exist or truncates the file if it exists. |
| ***x*** | Open a file for exclusive creation. If the file already exists, the operation fails. |
| ***a*** | Open a file for appending at the end of the file without truncating it. Creates a new file if it does not exist. |
| ***t*** | Open in text mode. (**default**) |
| ***b*** | Open in binary mode. |
| ***+*** | Open a file for updating (**reading** and **writing**) |

Here's few simple examples of how to open a file in different modes,

| file1 = open("test.txt") *# equivalent to 'r' or 'rt'* file1 = open("test.txt",'w') *# write in text mode* file1 = open("img.bmp",'r+b') *# read and write in binary mode* |
| --- |

Reading Files in Python

After we open a file, we use the ***read()*** method to **read** its contents. For example,

| *# open a file* file1 = open("test.txt", "r")  *# read the file* read\_content = file1.read() print(read\_content) |
| --- |

Output

| >>> This is a test file. >>> Hello from the test file. |
| --- |

In the above example, we have read the **test.txt** file that is available in our current directory. Notice the code,

| read\_content = file1.read() |
| --- |

Here, **file1.*read()*** reads the **test.txt** file and is stored in the ***read\_content*** variable.

Closing Files in Python

When we are done with performing operations on the file, we need to properly close the file.

Closing a file will free up the resources that were tied with the file. It is done using the ***close()*** method in Python. For example,

| *# open a file* file1 = open("test.txt", "r")  *# read the file* read\_content = file1.read() print(read\_content)  *# close the file* file1.close() |
| --- |

Output

| >>> This is a test file. >>> Hello from the test file. |
| --- |

Here, we have used the ***close()*** method to close the file.

After we perform file operation, we should always close the file; it's a good programming practice.

Exception Handling in Files

If an exception occurs when we are performing some operation with the file, the code exits **without closing the file**. A safer way is to use a ***try...finally*** block.

Let's see an example,

| try:  file1 = open("test.txt", "r")  read\_content = file1.read()  print(read\_content)  finally:  *# close the file*  file1.close() |
| --- |

Here, we have closed the file in the ***finally*** block as ***finally*** always executes, and the file will be closed **even if an exception occurs**.

Use of with...open Syntax

In Python, we can use the ***with...open*** syntax to **automatically close the file**. For example,

| with open("test.txt", "r") as file1:  read\_content = file1.read()  print(read\_content) |
| --- |

Note: Since we don't have to worry about closing the file, make a habit of using the **with...open** syntax.

Writing to Files in Python

There are **two** things we need to remember while **writing to a file**.

* If we try to **open a file that doesn't exist**, a **new file is created**.
* If a file **already exists**, its **content is erased**, and **new content is added to the file**.

In order to write into a file in Python, we need to **open it in write mode** by passing **"w"** inside ***open()*** as a **second argument**.

Suppose, we **don't have a file named *test2.txt***. Let's see what happens if we write contents to the ***test2.txt*** file.

| with open(test2.txt', 'w') as file2:   # write contents to the test2.txt file  file2.write('Programming is Fun.')  fil2.write('Programiz for beginners') |
| --- |

Here, a new ***test2.txt*** file is created and this file will have contents specified inside the ***write()*** method.
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*Writing to Python Files*

Python File Methods

There are various methods available with the file object. Some of them have been used in the above examples.

Here is the complete list of methods in text mode with a brief description:

| Method | Description |
| --- | --- |
| close() | Closes an opened file. It has no effect if the file is already closed. |
| detach() | Separates the underlying binary buffer from the TextIOBase and returns it. |
| fileno() | Returns an integer number (file descriptor) of the file. |
| flush() | Flushes the write buffer of the file stream. |
| isatty() | Returns True if the file stream is interactive. |
| read(***n***) | Reads at most ***n*** **characters** from the file. Reads till end of file if it is **negative** or **None**. |
| readable() | Returns True if the file stream can be read from. |
| readline(***n*** = **-1**) | Reads and returns **one** line from the file. Reads in at most ***n*** **bytes** if specified. |
| readlines(***n*** = **-1**) | Reads and returns a **list of lines** from the file. Reads in at most ***n*** **bytes/characters** if specified. |
| seek(***offset***,*from*=**SEEK\_SET**) | Changes the file position to **offset bytes**, in reference to ***from*** (*start*, *current*, *end*). |
| seekable() | Returns **True** if the file stream supports random access. |
| tell() | Returns an integer that represents the current position of the file's object. |
| truncate(***size*** = **None)** | Resizes the file stream to ***size*** bytes. If ***size*** is not specified, resizes to **current location**. |
| writable() | Returns **True** if the file stream can be written to. |
| write(s) | Writes the **string *s*** to the file and **returns the number of characters written**. |
| writelines(***lines***) | Writes a **list** of ***lines*** to the file. |

## 6.2 Character Recognition with *ord()* and *chr()*

*The* ***ord()*** *function returns an* ***integer*** *representing the* ***Unicode character****.*

*The* ***chr()*** *method converts an* ***integer*** *to its* ***unicode character*** *and returns it.*

In other words, ***ord()*** takes a **character** (E.g. **“A”**) and converts it into **numbers** (For **“A”**, it’s **“65”**)

And ***chr()*** takes the **number** (**“65”**) and turns it back into the **character** (**“A”**).

| character = 'A' *# find unicode of A* unicode\_char = **ord(**character**)** print(unicode\_char) |
| --- |

Output

| >>> 65 |
| --- |

| *#find character of unicode 97* print(chr(97)) *#find character of unicode 98* print(chr(98)) |
| --- |

Output

| >>> a >>> b |
| --- |

chr() SYNTAX, PARAMETERS and RETURN VALUE

| chr(number) *#number - an integer number in the range 0 to 1,114,111* |
| --- |

Returns:

* a **unicode character** of the **corresponding integer argument** (in the range **0** to **1,114,111**)
* **ValueError** - for an **out of range** **integer** number
* **TypeError** - for a **non-integer** argument

ord() SYNTAX, PARAMETERS and RETURN VALUE

| ord(ch) *#ch - a Unicode character* |
| --- |

The ***ord()*** function returns an **integer** representing the **Unicode character**.

Note: A list of common unicode characters is provided in the attached Excel file ***unicode.xlsx***

## 6.3 Math Functions

### **abs()**

*The* ***abs()*** *function returns the absolute value of the given number. If the number is a complex number, abs() returns its magnitude.*

Example

| number = -20  absolute\_number = abs(number) print(absolute\_number)  *# Output: 20* |
| --- |

SYNTAX and PARAMETERS

| abs(num) |
| --- |

* **num** - a number whose absolute value is to be returned. The number can be:
  + integer
  + floating number
  + complex number

RETURN VALUE

* For integers - integer absolute value is returned
* For floating numbers - floating absolute value is returned
* For complex numbers - magnitude of the number is returned

### **complex()**

*The* ***complex()*** *method returns a complex number when real and imaginary parts are provided, or it converts a string to a complex number.*

SYNTAX and PARAMETERS

| complex([real[, imag]]) |
| --- |

* **real** - real part. If real is omitted, it defaults to 0.
* **imag** - imaginary part. If imag is omitted, it defaults to 0.

If the first parameter passed to this method is a **string**, it will be interpreted as a **complex number**. In this case, the **second parameter** **shouldn't be passed**.

RETURN VALUE

As suggested by the name, ***complex()*** method returns a complex number.

If the string passed to this method is not a valid complex number, ***ValueError* exception** is raised.

Note: The string passed to ***complex()*** should be in the form real+imagJ or real+imagJ

### **divmod()**

*The* ***divmod()*** *method takes two numbers as arguments and returns their quotient and remainder in a tuple.*

Example

| *# returns the quotient and remainder of 8/3* result = divmod(8, 3)  print('Quotient and Remainder = ',result)  *# Output: Quotient and Remainder = (2, 2)* |
| --- |

SYNTAX and PARAMETERS

| divmod(number1, number2) |
| --- |

* **number1** - ***numerator***, can be an integer or a floating point number
* **number2** - ***denominator***, can be an integer or a floating point number

RETURN VALUE

* ***(quotient, remainder)*** - a **tuple** that contains ***quotient*** and ***remainder*** of the division
* **TypeError** - for any non-numeric argument

### **min()**

*The* ***min()*** *function returns the* ***smallest*** *item in an iterable. It can also be used to find the smallest item between* ***two or more parameters****.*

Example

| numbers = [9, 34, 11, -4, 27]  *# find the smallest number* min\_number = min(numbers) print(min\_number)  *# Output: -4* |
| --- |

The min() function has two forms:

| *# to find the smallest item in an iterable* min(iterable, \*iterables, key, default)  *# to find the smallest item between two or more objects* min(arg1, arg2, \*args, key) |
| --- |

1. ***min()*** with iterable arguments

SYNTAX and PARAMETERS

| min(iterable, \*iterables, key, default) |
| --- |

* **iterable** - an iterable such as list, tuple, set, dictionary, etc.
* **\*iterables** (optional) - any number of iterables; can be more than one
* **key** (optional) - key function where the iterables are passed and comparison is performed based on its return value
* **default** (optional) - default value if the given iterable is empty

RETURN VALUE

***min()*** returns the smallest element from an iterable.

Example: *The smallest string in a list*

| languages = ["Python", "C Programming", "Java", "JavaScript"] smallest\_string = min(languages);  print("The smallest string is:", smallest\_string) |
| --- |

Output

| >>> The smallest string is: C Programming |
| --- |

### **max()**

*Inverse of* ***min()****. Refer to* [***min()***](#_6naeuq2vxf1)

RETURN VALUE

***max()*** returns the **largest** element from an iterable instead.

### **round()**

*The* ***round()*** *function returns a floating-point number rounded to the specified number of decimals.*

Example

| number = 13.46  *# round 13.46 to the nearest integer* rounded\_number = round(number) print(rounded\_number)  *# Output: 13* |
| --- |

SYNTAX and PARAMETERS

| round(number, ndigits) |
| --- |

* **number** - the number to be rounded
* **ndigits** (optional) - number up to which the given number is rounded; defaults to **0**

RETURN VALUE

The ***round()*** function returns the

* **nearest integer** to the given number if ndigits is **not provided**
* number rounded off to the **ndigits digits** if ndigits **is provided**

Example

| *# for integers* print(round(10))  *# for floating point* print(round(10.7))  *# even choice* print(round(5.5)) |
| --- |

Output

| >>> 10 >>> 11 >>> 6 |
| --- |

Note: The behaviour of ***round()*** for **floats** can be surprising. Notice ***round(*2.675, 2)** gives **2.67** instead of the expected **2.68**. **This is not a bug**: it's a result of the fact that most decimal fractions **can't be represented exactly as a float**.

When the **decimal 2.675** is converted to a **binary floating-point number**, it's again replaced with a **binary approximation**, whose exact value is:

| 2.67499999999999982236431605997495353221893310546875 |
| --- |

Due to this, it is **rounded down** to 2.67.

**If you're in a situation where this precision is needed,** consider using the ***decimal*** module, which is **designed for floating-point arithmetic**:

| from decimal import Decimal  *# normal float* num = 2.675 print(round(num, 2))  *# using decimal.Decimal (passed float as string for precision)* num = Decimal('2.675') print(round(num, 2)) |
| --- |

Output

| >>> 2.67 >>> 2.68 |
| --- |

## 6.4 Type Functions

### **bool()**

*The* ***bool()*** *method takes a specified argument and returns its boolean value.*

Example

| test = 1  *# returns boolean value of 1* print(test, 'is', bool(test))  *# Output: 1 is True* |
| --- |

SYNTAX and PARAMETERS

| bool(argument) |
| --- |

* **argument** - whose boolean value is returned

RETURN VALUES

* **False** - if argument is **empty**, **False**, **0** or **None**
* **True** - if argument is **any number** (besides 0), **True** or a **string**

Example:***bool()*** *with* ***True*** *arguments*

| test = 254 *# bool() with an integer number* print(test, 'is', bool(test))  test1 = 25.14 *# bool() with a floating point number* print(test1, 'is', bool(test1))  test2 = 'Python is the best' *# bool() with a string* print(test2, 'is', bool(test2))  test3 = True *# bool() with True* print(test3, 'is', bool(test3)) |
| --- |

Output

| >>> 254 is True >>> 25.14 is True >>> Python is the best is True >>> True is True |
| --- |

In the above example, we have used the ***bool()*** method with various arguments like integer, floating point numbers, and string.

Here, the method returns **True** values for arguments like ***25***, ***25.14***, ***'Python is a String'***, and **True**.

Example: ***bool()*** *with* ***False*** *arguments*

| test = [] *# bool() with an empty argument* print(test, 'is' ,bool(test))  test1 = 0 *# bool() with zero* print(test1, 'is' ,bool(test1))  test2 = None *# bool() with none* print(test2, 'is' ,bool(test2))  test3 = False *# bool() with False* print(test3, 'is' ,bool(test3)) |
| --- |

Output

| >>> [] is False >>> 0 is False >>> None is False >>> False is False |
| --- |

In the above example, the ***bool()*** method returns **False** values for arguments like **0**, **None**, **False** and **[]**.

### **list()**

*The list() constructor returns a list in Python.*

Example

| text = 'Python'  *# convert string to list* text\_list = list(text) print(text\_list)  *# check type of text\_list* print(type(text\_list))  *# Output: ['P', 'y', 't', 'h', 'o', 'n']* *# <class 'list'>* |
| --- |

SYNTAX and PARAMETERS

list([iterable])

* **iterable** (optional) - an object that could be a **sequence** (***string***, ***tuples***) or **collection** (***set***, ***dictionary***) or any ***iterator*** object

RETURN VALUES

* If no parameters are passed, it returns an **empty list**
* If an ***iterable*** is passed as a parameter, it creates a **list consisting of iterable's items**.

Example 1: *Create lists from* ***string****,* ***tuple****, and* ***list***

| *# empty list* print(list())  *# vowel string* vowel\_string = 'aeiou' print(list(vowel\_string))  *# vowel tuple* vowel\_tuple = ('a', 'e', 'i', 'o', 'u') print(list(vowel\_tuple))  *# vowel list* vowel\_list = ['a', 'e', 'i', 'o', 'u'] print(list(vowel\_list)) |
| --- |

Output

| >>> [] >>> ['a', 'e', 'i', 'o', 'u'] >>> ['a', 'e', 'i', 'o', 'u'] >>> ['a', 'e', 'i', 'o', 'u'] |
| --- |

Example 2: *Create lists from* ***set*** *and* ***dictionary***

| *# vowel set* vowel\_set = {'a', 'e', 'i', 'o', 'u'} print(list(vowel\_set))  *# vowel dictionary* vowel\_dictionary = {'a': 1, 'e': 2, 'i': 3, 'o':4, 'u':5} print(list(vowel\_dictionary)) |
| --- |

Output

| >>> ['a', 'o', 'u', 'e', 'i'] >>> ['o', 'e', 'a', 'u', 'i'] |
| --- |

Note: In the case of dictionaries, the keys of the dictionary will be the items of the list. Also, the order of the elements will be random.

### **object()**

*The* ***object()*** *function returns a* ***featureless object*** *which is a base for all classes. In other words, it’s useless... most of the time*

SYNTAX

| o = object() |
| --- |

### **any()**

*The* ***any()*** *function* ***returns True*** *if* ***any element*** *of an iterable is* ***True****. If not, it returns* ***False****.*

Example

| boolean\_list = ['True', 'False', 'True']  *# check if any element is true* result = any(boolean\_list) print(result)  *# Output: True* |
| --- |

SYNTAX and PARAMETERS

| any(iterable) |
| --- |

The ***any()*** function takes an iterable (list, string, dictionary etc.) in Python.

RETURN VALUES

* **True** if **at least one** element of an iterable is **true**
* **False** if **all elements** are **false** or if an iterable is **empty**

| Condition | Return Value |
| --- | --- |
| All values are true | True |
| All values are false | False |
| One value is true (others are false) | True |
| One value is false (others are true) | True |
| Empty Iterable | False |

### **all()**

*The* ***all()*** *function returns* ***True*** *if* ***ALL*** *elements in the given iterable are* ***true****. If not, it returns* ***False****. It is the* ***opposite*** *of* ***any()***

For syntax and parameters, refer to [*any()*](#_wgsjrehy829v)

RETURN VALUES

* **True** - If **all** elements in an iterable are **True**
* **False** - If **any** element in an iterable is **False**

| Condition | Return Value |
| --- | --- |
| All values are true | True |
| All values are false | False |
| One value is true (others are false) | False |
| One value is false (others are true) | False |
| Empty Iterable | True |

### **callable()**

*The* ***callable()*** *method returns* ***True*** *if the object passed* ***appears callable****. If not, it returns* ***False****. Used for debugging*

SYNTAX and PARAMETERS

| callable(object) |
| --- |

***callable()*** method takes a single argument ***object***.

RETURN VALUES

* **True** - if the object appears callable
* **False** - if the object is not callable.

It is important to remember that, **even if** ***callable()*** is **True**, *calling* the object may still fail.

However, if ***callable()*** returns **False**, calling the object will **certainly** fail.

### **filter()**

*The* ***filter()*** *function selects* ***elements from an iterable*** *(****list****,* ***tuple*** *etc.) based on the output of a function.*

The function is applied to each element of the iterable and if it returns **True**, the element is selected by the **filter()** function.

Example

| *# returns True if the argument passed is even*  def check\_even(number):  if number % 2 == 0:  return True    return False   numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]  *# if an element passed to check\_even() returns True, select it* even\_numbers\_iterator = filter(check\_even, numbers)  *# converting to list* even\_numbers = list(even\_numbers\_iterator)  print(even\_numbers)  *# Output: [2, 4, 6, 8, 10]* |
| --- |

SYNTAX and PARAMETERS

| filter(function, iterable) |
| --- |

* **function** - a function
* **iterable** - an iterable like ***sets***, ***lists***, ***tuples*** etc.

RETURN VALUE

The ***filter()*** function returns an iterator.

Note: You can easily convert iterators to **sequences** like ***lists***, ***tuples***, ***strings*** using ***list()***, ***tuple()*** and ***str()*** etc.

Example 1: ***filter()***

| letters = ['a', 'b', 'd', 'e', 'i', 'j', 'o']  *# a function that returns True if letter is vowel* def filter\_vowels(letter):  vowels = ['a', 'e', 'i', 'o', 'u']  return True if letter in vowels else False  filtered\_vowels = filter(filter\_vowels, letters)  *# converting to tuple* vowels = tuple(filtered\_vowels) print(vowels) |
| --- |

Output

| >>> ('a', 'e', 'i', 'o') |
| --- |

Here, the ***filter()*** function extracts only the vowel letters from the letters list. Here's how this code works:

* Each element of the letters list is passed to the filter\_vowels() function.
* If ***filter\_vowels()*** returns **True**, that element is extracted otherwise it's filtered out.

Note: It's also possible to filter lists using a **loop**, however, using the ***filter()*** function is **much cleaner**.

Example 2: *Using Lambda Function Inside* ***filter()***

| numbers = [1, 2, 3, 4, 5, 6, 7]  *# the lambda function returns True for even numbers*  even\_numbers\_iterator = filter(lambda x: (x%2 == 0), numbers)  *# converting to list* even\_numbers = list(even\_numbers\_iterator)  print(even\_numbers) |
| --- |

Output

| >>> [2, 4, 6] |
| --- |

Here, we have directly passed a lambda function inside ***filter()***.

Our lambda function returns **True** for **even** numbers. Hence, the ***filter()*** function returns an iterator containing **even numbers only**.

Example 3: *Using None as a Function Inside* ***filter()***

| *# random list* random\_list = [1, 'a', 0, False, True, '0']  filtered\_iterator = filter(None, random\_list)  *#converting to list* filtered\_list = list(filtered\_iterator)  print(filtered\_list) |
| --- |

Output

| >>> [1, 'a', True, '0'] |
| --- |

When **None** is used as the first argument to the filter() function, all elements that are truthy values (gives True if converted to boolean) are extracted.

### **map()**

*The* ***map()*** *function applies a given function to each element of an* ***iterable*** *(****list****,* ***tuple*** *etc.) and returns an iterator containing the results.*

Example

| numbers = [2, 4, 6, 8, 10]  *# returns the square of a number* def square(number):  return number \* number  *# apply square() to each item of the numbers list* squared\_numbers\_iterator = map(square, numbers)  *# converting to list* squared\_numbers = list(squared\_numbers\_iterator) print(squared\_numbers)  *# Output: [4, 16, 36, 64, 100]* |
| --- |

SYNTAX and PARAMETERS

| map(function, iterable, ...) |
| --- |

* **function** - a function
* **iterable** - an iterable like sets, lists, tuples, etc

You can pass **more than one** iterable to the ***map()*** function.

RETURN VALUE

The ***map()*** function returns an object of map class. The returned value can be passed to functions like

* ***list()*** - to convert to **list**
* ***set()*** - to convert to a **set**, and so on

Example 1: *Working of* ***map()***

| def calculateSquare(n):  return n\*n   numbers = (1, 2, 3, 4) result = map(calculateSquare, numbers) print(result)  *# converting map object to set* numbersSquare = set(result) print(numbersSquare) |
| --- |

Output

| >>> <map object at 0x7f722da129e8> >>> {16, 1, 4, 9} |
| --- |

In the above example, each item of the tuple is squared.

Example 2: *How to use* ***lambda*** *function with* ***map()****?*

Since ***map()*** expects a function to be passed in, lambda functions are commonly used while working with ***map()*** functions.

A ***lambda*** function is a **short function without a name**. Learn more about lambda functions under [4.0 Functions](#_dcunidt1usbg)

| numbers = (1, 2, 3, 4) result = map(lambda x: x\*x, numbers) print(result)  *# converting map object to set* numbersSquare = set(result) print(numbersSquare) |
| --- |

Output

| >>> <map 0x7fafc21ccb00> >>> {16, 1, 4, 9} |
| --- |

There is functionally no difference between this and Example 1...

Example 3: *Passing* ***Multiple Iterators*** *to* ***map()*** *Using* ***Lambda***

In this example, corresponding items of **two lists** are added.

| num1 = [4, 5, 6] num2 = [5, 6, 7] result = map(lambda n1, n2: n1+n2, num1, num2) print(list(result)) |
| --- |

Output

| >>> [9, 11, 13] |
| --- |

## 6.5 Miscellaneous Functions

### **dir()**

*The* ***dir()*** *method returns the* ***list*** *of* ***valid attributes*** *of the passed object. Useful when using an* ***unknown function***

Example

| number = [12]  *# returns valid attributes of the number list*  print(dir(number))  *# Output: ['\_\_add\_\_', '\_\_class\_\_', '\_\_contains\_\_', '\_\_delattr\_\_', '\_\_delitem\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_getitem\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_iadd\_\_', '\_\_imul\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_iter\_\_', '\_\_le\_\_', '\_\_len\_\_', '\_\_lt\_\_', '\_\_mul\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_reversed\_\_', '\_\_rmul\_\_', '\_\_setattr\_\_', '\_\_setitem\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', 'append', 'clear', 'copy', 'count', 'extend', 'index', 'insert', 'pop', 'remove', 'reverse', 'sort']* |
| --- |

SYNTAX and PARAMETERS

| dir(object) |
| --- |

* **object** - can be an empty/filled **tuple**, **list**, **set**, **dictionary** etc or any **user-defined object (**or **function**)

RETURN VALUES

Returns the list of attributes of the object passed to the method

### **iter()**

*The* ***iter()*** *method returns an iterator for the given argument.*

Example

| *# list of vowels* phones = ['apple', 'samsung', 'oneplus'] phones\_iter = iter(phones)  print(next(phones\_iter))  print(next(phones\_iter))  print(next(phones\_iter))   *# Output:* *# apple* *# samsung* *# oneplus* |
| --- |

SYNTAX and PARAMETERS

| iter(object, sentinel [optional]) |
| --- |

* **object** - can be a **list**, **set**, **tuple**, etc.
* **sentinel** [optional] - a **special value** that is used to represent the **end** of a sequence

RETURN VALUES

* **iterator object** for the given argument **until the sentinel character is found**
* **TypeError** for a user-defined object that doesn't implement ***\_\_iter\_\_()***, and ***\_\_next\_\_()*** or ***\_\_getitem()\_\_***

Example 2: ***iter()*** *for custom objects*

| class PrintNumber:  def \_\_init\_\_(self, max):  self.max = max  *# iter() method in a class*  def \_\_iter\_\_(self):  self.num = 0  return self *# next() method in a class*   def \_\_next\_\_(self):  if(self.num >= self.max):  raise StopIteration  self.num += 1  return self.num  print\_num = PrintNumber(3)  print\_num\_iter = iter(print\_num) print(next(print\_num\_iter)) *# 1* print(next(print\_num\_iter)) *# 2* print(next(print\_num\_iter)) *# 3*  *# raises StopIteration* print(next(print\_num\_iter)) |
| --- |

Output

| >>> 1 >>> 2 >>> 3 >>> Traceback (most recent call last):  File "", line 23, in   File "", line 11, in \_\_next\_\_  StopIteration |
| --- |

In the example above, we have printed the iterator numbers **1**, **2**, **3** using the ***\_\_iter\_\_()*** and ***\_\_next\_\_()*** methods.

Here, the ***\_\_next()\_\_*** method here has a loop that runs till ***self.num*** is **greater than or equal**to ***self.max***

Since we have passed **3** as the parameter to the **PrintNumber()** object, ***self.max*** is **initialised** to **3**. Therefore, the **loop stops** at **3**.

When ***self.num*** reaches the value of ***self.max*** which is **3**, the ***next()*** method raises a **StopIteration *exception***.

Example 3: ***iter()*** *with Sentinel Parameter*

| class DoubleIt:   def \_\_init\_\_(self):  self.start = 1   def \_\_iter\_\_(self):  return self   def \_\_next\_\_(self):  self.start \*= 2  return self.start   \_\_call\_\_ = \_\_next\_\_   my\_iter = iter(DoubleIt(), 16)  for x in my\_iter:  print(x) |
| --- |

Output

| >>> 2 >>> 4 >>> 8 |
| --- |

In the above example, we haven't implemented a **StopIteration** condition.

Instead, we have used the ***iter()*** method with a ***sentinel* parameter** to stop the iteration:

| my\_iter = iter(DoubleIt(), 16) |
| --- |

The value of the ***sentinel* parameter** here is **16** so the program will stop when the value from the ***\_\_next\_\_()*** method is **equal to this number**.

At this point in the code, the program will raise a **StopIteration** automatically.

### **next()**

*The* ***next()*** *function returns the next item from the iterator.*

Example

| marks = [65, 71, 68, 74, 61]  *# convert list to iterator* iterator\_marks = iter(marks)  *# the next element is the first element* marks\_1 = next(iterator\_marks) print(marks\_1)  *# find the next element which is the second element* marks\_2 = next(iterator\_marks) print(marks\_2)  *# Output: 65* *# 71* |
| --- |

SYNTAX and PARAMETERS

| next(iterator, default) |
| --- |

* **iterator** - **next()** retrieves next item from the iterator
* **default** (optional) - this value is returned if the iterator is exhausted (there is **no** next item)

RETURN VALUE

* The ***next()*** function returns the **next item** from the iterator.
* If the iterator is **exhausted**, it returns the **default value** passed as an **argument**.
* If the default parameter is **omitted** and the iterator is **exhausted**, it raises the **StopIteration *exception***.

Example 1: Get the next item

| random = [5, 9, 'cat']  *# converting the list to an iterator* random\_iterator = iter(random) print(random\_iterator)  *# Output: 5* print(next(random\_iterator))  *# Output: 9* print(next(random\_iterator))  *# Output: 'cat'* print(next(random\_iterator))  *# This will raise Error* *# iterator is exhausted* print(next(random\_iterator)) |
| --- |

Output

| >>> <list\_iterator object at 0x7feb49032b00> >>> 5 >>> 9 >>> cat >>> Traceback (most recent call last):  File "python", line 18, in <module>  StopIteration |
| --- |

A ***list*** is an **iterable** and you can get its ***iterator*** from it by using the ***iter()*** function in Python.

Learn more about

* Python iterators
* Python [iter()](#_ndseznf1l1e0) function

We got an error from the last statement in the above program because we tried to get the next item when **no next item was available** (iterator is **exhausted**).

In such cases, you can give a **default** value as the ***second* parameter**.

Example 2: *Passing default value to* ***next()***

| random = [5, 9]  *# converting the list to an iterator* random\_iterator = iter(random)  *# Output: 5* print(next(random\_iterator, '-1'))  *# Output: 9* print(next(random\_iterator, '-1'))  *# random\_iterator is exhausted* *# Output: '-1'* print(next(random\_iterator, '-1')) print(next(random\_iterator, '-1')) print(next(random\_iterator, '-1')) |
| --- |

Output

| >>> 5 >>> 9 >>> -1 >>> -1 >>> -1 |
| --- |

### **len()**

*The* ***len()*** *function returns the number of items (length) in an object.*

Example

| languages = ['Python', 'Java', 'JavaScript']  *# compute the length of languages* length = len(languages) print(length)  *# Output: 3* |
| --- |

SYNTAX and PARAMETERS

| len(s) |
| --- |

* **sequence** - ***string***, ***bytes***, ***tuple***, ***list***, ***range*** OR,
* **collection** - ***dictionary***, ***set***, **frozen *set***

RETURN VALUES

* ***len()*** function returns the number of items of an object.
* Failing to pass an argument or passing an **invalid argument** will raise a **TypeError *exception***.

Example 1: *How* ***len()*** *works with* ***strings*** *and* ***bytes****?*

| testString = '' print('Length of', testString, 'is', len(testString))  testString = 'Python' print('Length of', testString, 'is', len(testString))  *# byte object* testByte = b'Python' print('Length of', testByte, 'is', len(testByte))  testList = [1, 2, 3]  *# converting to bytes object* testByte = bytes(testList) print('Length of', testByte, 'is', len(testByte)) |
| --- |

Output

| >>> Length of is 0 >>> Length of Python is 6 >>> Length of b'Python' is 6 >>> Length of b'\x01\x02\x03' is 3 |
| --- |

Example 2: *How* ***len()*** *works with* ***tuples****,* ***lists*** *and* ***range****?*

| testList = [] print(testList, 'length is', len(testList))  testList = [1, 2, 3] print(testList, 'length is', len(testList))  testTuple = (1, 2, 3) print(testTuple, 'length is', len(testTuple))  testRange = range(1, 10) print('Length of', testRange, 'is', len(testRange)) |
| --- |

Output

| >>> [] length is 0 >>> [1, 2, 3] length is 3 >>> (1, 2, 3) length is 3 >>> Length of range(1, 10) is 9 |
| --- |

Example 3: *How* ***len()*** *works with* ***dictionaries*** *and* ***sets****?*

| testSet = {1, 2, 3} print(testSet, 'length is', len(testSet))  *# Empty Set* testSet = set() print(testSet, 'length is', len(testSet))  testDict = {1: 'one', 2: 'two'} print(testDict, 'length is', len(testDict))  testDict = {} print(testDict, 'length is', len(testDict))  testSet = {1, 2} *# frozenSet* frozenTestSet = frozenset(testSet) print(frozenTestSet, 'length is', len(frozenTestSet)) |
| --- |

Output

| >>> {1, 2, 3} length is 3 >>> set() length is 0 >>> {1: 'one', 2: 'two'} length is 2 >>> {} length is 0 >>> frozenset({1, 2}) length is 2 |
| --- |

Internally, len() calls the object's \_\_len\_\_ method. You can think of len() as:

| def len(s):  return s.\_\_len\_\_() |
| --- |

So, you can assign custom length to the object (if necessary)

Example 4: *How* ***len()*** *works for custom objects?*

| class Session:  def \_\_init\_\_(self, number = 0):  self.number = number    def \_\_len\_\_(self):  return self.number   *# default length is 0* s1 = Session() print(len(s1))  *# giving custom length* s2 = Session(6) print(len(s2)) |
| --- |

Output

| >>> 0 >>> 6 |
| --- |

### **range()**

*The* ***range()*** *function returns a sequence of numbers between the given range.*

Example

| *# create a sequence of numbers from 0 to 3* numbers = range(4)  *# iterating through the sequence of numbers* for i in numbers:  print(i)  *# Output:*  *# 0* *# 1* *# 2* *# 3* |
| --- |

Note: ***range()*** returns an immutable sequence of numbers that can be easily converted to ***lists***, ***tuples***, ***sets*** etc.

SYNTAX and PARAMETERS

| range(start, stop, step) |
| --- |

The ***start*** and ***step*** parameters in ***range()*** are optional.

Example 1: ***range()*** *with* ***Stop*** *Argument*

If we pass a single argument to ***range()***, it means we are passing the ***stop*** argument.

In this case, ***range()*** returns a sequence of numbers starting from **0** up to the **number** (but **not including** the number).

| *# numbers from 0 to 3 (4 is not included)* numbers = range(4) print(list(numbers)) *#Output: [0, 1, 2, 3]*  *# if 0 or negative number is passed, we get an empty sequence* numbers = range(-4) print(list(numbers)) *#Output: []* |
| --- |

Example 2: ***range()*** *with* ***Start*** *and* ***Stop*** *Arguments*

If we pass two arguments to ***range()***, it means we are passing ***start*** and ***stop*** arguments.

In this case, **range()** returns a sequence of numbers starting from **start** (**inclusive**) up to **stop** (**exclusive**).

| *# numbers from 2 to 4 (5 is not included)* numbers = range(2, 5) print(list(numbers)) *#Output: [2, 3, 4]*  *# numbers from -2 to 3 (4 is not included)* numbers = range(-2, 4)  print(list(numbers)) *#Output: [-2, -1, 0, 1, 2, 3]*  *# returns an empty sequence of numbers* numbers = range(4, 2)  print(list(numbers)) *#Output: []* |
| --- |

Example 3: ***range()*** *with* ***Start****,* ***Stop*** *and* ***Step*** *Arguments*

If we pass all three arguments,

* the *first* argument is ***start***
* the *second* argument is ***stop***
* the *third* argument is ***step***

The ***step*** argument specifies the **incrementation** between two numbers in the sequence.

| *# numbers from 2 to 10 with increment 3 between numbers* numbers = range(2, 10, 3) print(list(numbers)) *#Output: [2, 5, 8]*  *# numbers from 4 to -1 with increment of -1* numbers = range(4, -1, -1)  print(list(numbers)) *#Output: [4, 3, 2, 1, 0]*  *# numbers from 1 to 4 with increment of 1* *# range(0, 5, 1) is equivalent to range(5)* numbers = range(0, 5, 1)  print(list(numbers)) *#Output: [0, 1, 2, 3, 4]* |
| --- |

Note: The default value of start is **0**, and the default value of step is **1**. That's why ***range(*0, 5, 1*)*** is equivalent to ***range(*5*)***.

*range()* in for Loop

The ***range()*** function is commonly used in a ***for*** loop to iterate the loop a ***certain number of times***. For example,

| *# iterate the loop 5 times* for i in range(5):  print(i, 'Hello') |
| --- |

Output

| >>> 0 Hello >>> 1 Hello >>> 2 Hello >>> 3 Hello >>> 4 Hello |
| --- |

### **reversed()**

*The* ***reversed()*** *method computes the* ***reverse*** *of a given sequence object and returns it in the form of a* ***list****.*

Example

| seq\_string = 'Python'  *# reverse of a string* print(list(reversed(seq\_string)))  *# Output: ['n', 'o', 'h', 't', 'y', 'P']* |
| --- |

SYNTAX and PARAMETERS

| reversed(sequence\_object) |
| --- |

* ***sequence\_object*** - an **indexable** object to be reversed (can be a ***tuple***, ***string***, ***list***, ***range***, etc.)

Note: Since we can't index objects such as a ***set*** and a ***dictionary***, they are **not considered sequence objects**.

RETURN VALUE

* a **reversed list** of items present in a **sequence object**

Example 1: *Python* ***reversed()*** *with Built-In Sequence Objects*

| seq\_tuple = ('P', 'y', 't', 'h', 'o', 'n')  *# reverse of a tuple object* print(list(reversed(seq\_tuple)))  seq\_range = range(5, 9)  *# reverse of a range* print(list(reversed(seq\_range)))  seq\_list = [1, 2, 4, 3, 5]  *# reverse of a list* print(list(reversed(seq\_list))) |
| --- |

Output

| >>> ['n', 'o', 'h', 't', 'y', 'P'] >>> [8, 7, 6, 5] >>> [5, 3, 4, 2, 1] |
| --- |

In the above example, we have used the ***reversed()*** method with objects like ***tuple***, ***range*** and a ***list***.

When using the ***reversed()*** method with these objects, we need to use the ***list()*** method to convert the output from the ***reversed()*** method to a ***list***.

Example 2: ***reversed()*** *with Custom Objects*

| class Vowels:  vowels = ['a', 'e', 'i', 'o', 'u']   def \_\_reversed\_\_(self):  return reversed(self.vowels)  v = Vowels()  *# reverse a custom object v* print(list(reversed(v))) |
| --- |

Output

| ['u', 'o', 'i', 'e', 'a'] |
| --- |

In the above example, we have used the ***reversed()*** method with a **custom object *v*** of the Vowels ***class***.

Here, the method returns the **reverse order** of the sequence in the ***vowels* list**.

### **sorted()**

*The* ***sorted()*** *function* ***sorts*** *the elements of a given iterable in a specific order (****ascending*** *or* ***descending****) and returns it as a* ***list****.*

Example

| numbers = [4, 2, 12, 8]  sorted\_numbers = sorted(numbers) print(sorted\_numbers)  *# Output: [2, 4, 8, 12]* |
| --- |

SYNTAX and PARAMETERS

| sorted(iterable, key=None, reverse=False) |
| --- |

* **iterable** - A sequence (string, tuple, list) or collection (set, dictionary, frozen set) or any other iterator.
* **reverse** (Optional) - If **True**, the sorted list is **reversed** (or sorted in **descending order**). Defaults to **False** if not provided.
* **key** (Optional) - A function that serves as a ***key*** for the sort comparison. Defaults to **None**.

Example 1: *Sort* ***string****,* ***list****, and* ***tuple***

| *# vowels list* py\_list = ['e', 'a', 'u', 'o', 'i'] print(sorted(py\_list))  *# string* py\_string = 'Python' print(sorted(py\_string))  *# vowels tuple* py\_tuple = ('e', 'a', 'u', 'o', 'i') print(sorted(py\_tuple)) |
| --- |

Output

| >>> ['a', 'e', 'i', 'o', 'u'] >>> ['P', 'h', 'n', 'o', 't', 'y'] >>> ['a', 'e', 'i', 'o', 'u'] |
| --- |

Notice that in all cases that a sorted list is returned.

Note: A ***list*** also has the ***sort()*** method which performs the same way as ***sorted()***. The only difference is that the ***sort()*** method doesn't **return any value** and **changes the original list**.

Example 2: *Sort in descending order*

The ***sorted()*** function accepts a ***reverse*** parameter as an optional argument.

Setting ***reverse* = True** sorts the iterable in the ***descending*** order.

| *# set* py\_set = {'e', 'a', 'u', 'o', 'i'} print(sorted(py\_set, reverse=True))  *# dictionary* py\_dict = {'e': 1, 'a': 2, 'u': 3, 'o': 4, 'i': 5} print(sorted(py\_dict, reverse=True))  *# frozen set* frozen\_set = frozenset(('e', 'a', 'u', 'o', 'i')) print(sorted(frozen\_set, reverse=True)) |
| --- |

Output

| >>> ['u', 'o', 'i', 'e', 'a'] >>> ['u', 'o', 'i', 'e', 'a'] >>> ['u', 'o', 'i', 'e', 'a'] |
| --- |

key Parameter in Python sorted() function

**If you want your own implementation** for ***sorting***, ***sorted()*** also accepts a ***key* function** as an optional parameter.

Based on the returned value of the key function, you can sort the given iterable.

| sorted(iterable, key=len) |
| --- |

Here, ***len()*** is Python's in-built function to count the **length** of an object.

The list is sorted based on the **length** of the element, from the **lowest** count to **highest**.

Example 3: *Sort the list using* ***sorted()*** *having a* ***key*** *function*

| *# take the second element for sort* def take\_second(elem):  return elem[1]   *# random list* random = [(2, 2), (3, 4), (4, 1), (1, 3)]  *# sort list with key* sorted\_list = sorted(random, key=take\_second)  *# print list* print('Sorted list:', sorted\_list) |
| --- |

Output

| Sorted list: [(4, 1), (2, 2), (1, 3), (3, 4)] |
| --- |

Example 4: *Sorting with multiple keys*

Let us suppose that we have the following list:

| *# Nested list of student's info in a Science Olympiad* *# List elements: (Student's Name, Marks out of 100, Age)*  participant\_list = [  ('Alison', 50, 18),  ('Terence', 75, 12),  ('David', 75, 20),  ('Jimmy', 90, 22),  ('John', 45, 12) ] |
| --- |

We want to sort the list in such a way that the **student with the highest marks is in the beginning**. In case the students have ***equal marks***, they must be sorted so that the **younger participant comes *first***.

We can achieve this type of sorting with **multiple *keys***by returning ***tuples*** instead of a ***number***.

**Two tuples** can be compared by comparing their **elements** starting from first. If there is a ***tie*** (elements are **equal**), the ***second*** element is compared, and so on.

| >>> (1,3) > (1, 4) False >>> (1, 4) < (2,2) True >>> (1, 4, 1) < (2, 1) True |
| --- |

Let's use this logic to build our sorting logic.

| *# Nested list of student's info in a Science Olympiad* *# List elements: (Student's Name, Marks out of 100 , Age)* participant\_list = [  ('Alison', 50, 18),  ('Terence', 75, 12),  ('David', 75, 20),  ('Jimmy', 90, 22),  ('John', 45, 12) ]   def sorter(item):  *# Since highest marks first, least error = most marks*  error = 100 - item[1]  age = item[2]  return (error, age)   sorted\_list = sorted(participant\_list, key=sorter) print(sorted\_list) |
| --- |

Output

| [('Jimmy', 90, 22), ('Terence', 75, 12), ('David', 75, 20), ('Alison', 50, 18), ('John', 45, 12)] |
| --- |

Since the sorting logic function is small and fits in one line, ***lambda*** function is used inside the ***key*** rather than passing a separate function name.

The above program can be rewritten using the ***lambda*** function in the following way:

| *# Nested list of student's info in a Science Olympiad* *# List elements: (Student's Name, Marks out of 100 , Age)* participant\_list = [  ('Alison', 50, 18),  ('Terence', 75, 12),  ('David', 75, 20),  ('Jimmy', 90, 22),  ('John', 45, 12) ]  sorted\_list = sorted(participant\_list, key=lambda item: (100-item[1], item[2])) print(sorted\_list) |
| --- |

Output

| [('Jimmy', 90, 22), ('Terence', 75, 12), ('David', 75, 20), ('Alison', 50, 18), ('John', 45, 12)] |
| --- |

To learn more about lambda functions, visit Python Lambda Functions.

### slice()

*The* ***slice()*** *function returns a slice object that is used to slice any sequence (****string****,* ***tuple****,* ***list****,* ***range****, or* ***bytes****).*

Example

| text = 'Python Programing'  *# get slice object to slice Python* sliced\_text = slice(6) print(text[sliced\_text])  *# Output: Python* |
| --- |

SYNTAX and PARAMETERS

| slice(start, stop, step) |
| --- |

* **start** (optional) - Starting integer where the slicing of the object **starts**. Default to **None** if not provided.
* **stop** - Integer **until** which the slicing takes place. The slicing stops at index stop **-1** (last element).
* **step** (optional) - Integer value which determines the **increment** between **each index** for slicing. Defaults to **None** if not provided.

RETURN VALUE

***slice()*** returns a ***slice* objec**t.

Note: We can use slice with **any *object***which supports ***sequence protocol*** (implements \_\_getitem\_\_() and \_\_len()\_\_ method).

Example 1: *Create a slice object for slicing*

| *# contains indices (0, 1, 2)* result1 = slice(3) print(result1)  *# contains indices (1, 3)* result2 = slice(1, 5, 2) print(slice(1, 5, 2)) |
| --- |

Output

| >>> slice(None, 3, None) >>> slice(1, 5, 2) |
| --- |

Here, ***result1*** and ***result2*** are ***slice* objects**.

Now we know about slice objects, let's see how we can get ***substring***, ***sub-list***, ***sub-tuple***, etc. from ***slice* objects**.

Example 2: *Get substring using slice object*

| *# Program to get a substring from the given string*   py\_string = 'Python'  *# stop = 3* *# contains 0, 1 and 2 indices* slice\_object = slice(3)  print(py\_string[slice\_object]) *# Pyt*  *# start = 1, stop = 6, step = 2* *# contains 1, 3 and 5 indices* slice\_object = slice(1, 6, 2) print(py\_string[slice\_object]) *# yhn* |
| --- |

Output

| >>> Pyt >>> yhn |
| --- |

Example 3: *Get substring using negative index*

| py\_string = 'Python'  *# start = -1, stop = -4, step = -1* *# contains indices -1, -2 and -3* slice\_object = slice(-1, -4, -1)  print(py\_string[slice\_object]) *# noh* |
| --- |

Output

| >>> noh |
| --- |

Example 4: *Get sublist and sub-tuple*

| py\_list = ['P', 'y', 't', 'h', 'o', 'n'] py\_tuple = ('P', 'y', 't', 'h', 'o', 'n')  *# contains indices 0, 1 and 2* slice\_object = slice(3) print(py\_list[slice\_object]) *# ['P', 'y', 't']*  *# contains indices 1 and 3* slice\_object = slice(1, 5, 2) print(py\_tuple[slice\_object]) *# ('y', 'h')* |
| --- |

Output

| >>> ['P', 'y', 't'] >>> ('y', 'h') |
| --- |

Example 5: *Get sublist and sub-tuple using negative index*

| py\_list = ['P', 'y', 't', 'h', 'o', 'n'] py\_tuple = ('P', 'y', 't', 'h', 'o', 'n')  *# contains indices -1, -2 and -3* slice\_object = slice(-1, -4, -1)  print(py\_list[slice\_object]) *# ['n', 'o', 'h']*  *# contains indices -1 and -3* slice\_object = slice(-1, -5, -2) print(py\_tuple[slice\_object]) *# ('n', 'h')* |
| --- |

Output

| >>> ['n', 'o', 'h'] >>> ('n', 'h') |
| --- |

Example 6: *Using Indexing Syntax for Slicing*

The ***slice* object** can be substituted with the **indexing syntax** in Python.

You can alternately use the following syntax for slicing:

| obj[start:stop:step] |
| --- |

For example,

| py\_string = 'Python'  *# contains indices 0, 1 and 2* print(py\_string[0:3]) *# Pyt*  *# contains indices 1 and 3* print(py\_string[1:5:2]) *# yh* |
| --- |

Output

| >>> Pyt >>> yh |
| --- |

### **locals()**

*The* ***locals()*** *method returns a dictionary with all the local variables and symbols for the current program.*

Example

| print(locals()) |
| --- |

Output

| {'In': ['', 'locals()'],  'Out': {},  '\_': '',  '\_\_': '',  '\_\_\_': '',  '\_\_builtin\_\_': ,  '\_\_builtins\_\_': ,  '\_\_name\_\_': '\_\_main\_\_',  '\_dh': ['/home/repl'],  '\_i': '',  '\_i1': 'locals()',  '\_ih': ['', 'locals()'],  '\_ii': '',  '\_iii': '',  '\_oh': {},  '\_sh': ,  'exit': ,  'get\_ipython': >,  'quit': } |
| --- |

Example 1: *Python* ***locals()***

| class local:  l = 50  *# locals inside a class*  print('\nlocals() value inside class\n', locals()) |
| --- |

Output

| >>> locals() value inside class  {'\_\_module\_\_': '\_\_main\_\_', '\_\_qualname\_\_': 'PLocal', 'l': 50} |
| --- |

Python compiler maintains a **symbol table** which contains the necessary information about the program being written. There are two types of symbol tables in Python - **Local** and **Global**.

A Local Symbol table stores all the information related to the program's **local scope** (within the **class** or a **method**). We can access this **symbol table** with the ***locals()*** method.

Typically, python programmers use the ***locals()*** method to **restrict any *variable* and *method* inside the scope of a *method* or a *class***.

In the above example, we have a class named ***local***. Here, we have used the ***locals()*** method to return the variables and methods of this class.

Example 2: ***locals()*** *to change values*

| def localsPresent():  present = True  print(present)  locals()['present'] = False;  print(present)  localsPresent() |
| --- |

Output

| >>> True >>> True |
| --- |

In the above example, we have changed the **value** of the ***present*** variable inside a function ***localsPresent*** using the ***locals()*** method.

Since ***locals()*** returns a ***dictionary***, we have used a ***method* with a *dictionary* item** i.e. the variable ***present*** and changed its **value** to **False**.

### **input()**

*The* ***input()*** *function takes input from the user and returns it.*

Example

| name = input("Enter your name: ") print(name)  *# Output:*  *# Enter your name: James* *# James* |
| --- |

SYNTAX and PARAMETERS

| input([prompt]) |
| --- |

* prompt (Optional) - a string that is written to standard output (usually screen) without trailing newline

RETURN VALUES

The ***input()*** function reads a line from the input (usually from the user), converts the line into a ***string*** by removing the trailing *newline*, and returns it.

If ***EOF*** is read, it raises an **EOFError** exception.

Example 1: *How* ***input()*** *works in Python?*

| *# get input from user*  inputString = input()  print('The inputted string is:', inputString) |
| --- |

Output

| >>> Python is interesting. >>> The inputted string is: Python is interesting |
| --- |

Example 2: *Get input from user with a prompt*

| *# get input from user*  inputString = input('Enter a string: ')  print('The inputted string is: ', inputString) |
| --- |

Output

| >>> Enter a string: Python is interesting. >>> The inputted string is: Python is interesting |
| --- |

### **repr()**

*The* ***repr()*** *function returns a printable representation of the given object.*

Example

| numbers = [1, 2, 3, 4, 5]  *# create a printable representation of the list* printable\_numbers = repr(numbers) print(printable\_numbers)  *# Output: [1, 2, 3, 4, 5]* |
| --- |

SYNTAX and PARAMETERS

| repr(obj) |
| --- |

* **obj** - the object whose printable representation has to be returned

RETURN VALUE

The ***repr()*** function returns a **printable** representational ***string*** of the given object.

Example 1: *How* ***repr()*** *works in Python?*

| var = 'foo'  print(repr(var)) |
| --- |

Output

| >>> 'foo' |
| --- |

Here, we assign a value 'foo' to var. Then, the repr() function returns "'foo'", 'foo' inside double-quotes.

When the result from repr() is passed to eval(), we will get the original object (for many types).

| >>> eval(repr(var)) 'foo' |
| --- |

Example 2: *Implement* ***\_\_repr\_\_()*** *for custom objects*

Internally, ***repr()*** function calls ***\_\_repr\_\_()*** of the given object.

You can easily implement/override ***\_\_repr\_\_()*** so that ***repr()*** works differently.

| class Person:  name = 'Adam'   def \_\_repr\_\_(self):  return repr('Hello ' + self.name )  print(repr(Person())) |
| --- |

Output

| >>> 'Hello Adam' |
| --- |

### **format()**

*The* ***format()*** *method returns a formatted representation of the given value controlled by the format specifier.*

Example

| value = 45 *# format the integer to binary* binary\_value = format(value, 'b') print(binary\_value)  *# Output: 101101* |
| --- |

SYNTAX and PARAMETERS

| format(value[, format\_spec]) |
| --- |

* **value** - value that needs to be formatted
* **format\_spec** - The specification on how the value should be formatted.

The format specifier could be in the format:

| [[fill]align][sign][#][0][width][,][.precision][type] where, the options are fill ::= any character align ::= "<" | ">" | "=" | "^" sign ::= "+" | "-" | " " width ::= integer precision ::= integer type ::= "b" | "c" | "d" | "e" | "E" | "f" | "F" | "g" | "G" | "n" | "o" | "s" | "x" | "X" | "%" |
| --- |

Visit these entries to learn more about [format types and alignment](#_zg6iimnh4xcp).

RETURN VALUE

The ***format()*** function returns a formatted representation of a given value specified by the ***format specifier***.

Example 1: *Number formatting with* ***format()***

| *# d, f and b are type*  *# integer* print(format(123, "d"))  *# float arguments* print(format(123.4567898, "f"))  *# binary format* print(format(12, "b")) |
| --- |

Output

| >>> 123 >>> 123.456790 >>> 1100 |
| --- |

Example 2: *Formatting w/* ***fill****,* ***align****,* ***sign****,* ***width****,* ***precision*** *and* ***type***

| *# integer*  print(format(1234, "\*>+7,d"))  *# float number* print(format(123.4567, "^-09.3f")) |
| --- |

Output

| >>> \*+1,234 >>> 0123.4570 |
| --- |

Here, when formatting the integer **1234**, we've specified the formatting specifier ***\*>+7,d***. Let's understand each option:

* **\*** - It is the fill character that fills up the empty spaces after formatting
* **>** - It is the ***right alignment*** option that aligns the output string to the right
* **+** - It is the sign option that ***forces the number to be signed*** (having a sign on its left)
* **7** - It is the ***width*** option that forces the number to take a minimum width of **7**, other spaces will be filled by ***fill* character**
* **,** - It is the ***thousands* operator** that places a comma between all ***thousands*** (i.e. 1,000,000 instead of 1000000)
* **d** - It is the type option that specifies the number is an integer.

When formatting the **floating point** number **123.4567**, we've specified the format specifier ***^-09.3f***. These are:

* **^** - It is the ***centre alignment*** option that aligns the output string to the centre of the remaining space
* **-** - It is the ***sign*** option that forces ***only negative numbers to show the sign***
* **0** - It is the character that is placed **in place of** the ***empty spaces***.
* **9** - It is the width option that sets the **minimum *width***of the number to **9** (including decimal point, thousands comma and sign)
* **.3** - It is the ***precision*** operator that sets the precision of the given floating number to ***3 decimal places***
* f - It is the type option that specifies the number is a float.

# 7.0 External Libraries

*External libraries can be imported via the* ***import*** *method*

SYNTAX

| *#In this example, we will be trying to print pi* *#Notice how we have to use the math. prefix to get the value of pi*  try:  import math  print(math.pi)  *#Now notice how we shortened the prefix to m. instead of math. We can even get the value of e using the same m. prefix*  import math as m  print(m.pi)  print(m.e)  *#Now, we don't even need a prefix to get the value of pi, but we only get access to the value of pi (as shown by 'e' returning an error)*  from math import pi  print(pi)  print(e)  *#For those masochist out there who prefer PI instead of pi, this is for y'all*  finally:  from math import pi as PI  print(PI)  *#Keep in mind that a newer import statement will overwrite the older statement ASSUMING they are importing the same thing (E.g. from math import pi and from math import pi as PI* |
| --- |

Output

| >>> 3.141592653589793 >>> 3.141592653589793 >>> 2.718281828459045 >>> 3.141592653589793 >>> Traceback (most recent call last):  File "C:\Users\gjh02\OneDrive\Desktop\Programming 1\testing.py", line 14, in <module>  print(e)  ^  NameError: name 'e' is not defined >>> 3.141592653589793 |
| --- |

## 7.1 Regular Expressions

A **Reg**ular **Ex**pression (RegEx) is a sequence of characters that defines a search pattern. For example,

| ^a...s$ |
| --- |

The above code defines a ***RegEx***pattern. The pattern is: **any five letter string starting with a and ending with s**.

A pattern defined using ***RegEx*** can be used to match against a string.

For example,

| Expression | String | Matched? |
| --- | --- | --- |
|  | abs | No match |
|  | alias | Match |
| ^a...s$ | abyss | Match |
|  | Alias | No Match |
|  | An abacus | No Match |

Python has a module named ***re*** to work with **RegEx**. Here's an example:

| import re  pattern = '^a...s$' test\_string = 'abyss' result = re.match(pattern, test\_string)  if result:  print("Search successful.") else:  print("Search unsuccessful.") |
| --- |

Here, we used ***re.match()*** function to search ***pattern*** within the ***test\_string***. The method returns a match object if the search is successful. If not, it returns **None**.

There are other several functions defined in the ***re*** module to work with RegEx. Before we explore that, let's learn about regular expressions themselves.

If you already know the basics of **RegEx**, jump to [Python RegEx Methods](#_u7gadc5pllly).

Specify Pattern Using RegEx

To specify regular expressions, metacharacters are used. In the above example, **^** and **$** are ***metacharacters***.

MetaCharacters

Metacharacters are characters that are interpreted in a special way by a RegEx engine. Here's a list of metacharacters:

| [] . ^ $ \* + ? {} () \ | |
| --- |

**[] - Square brackets**

*Square brackets specify a set of characters you wish to match.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | a | 1 Match |
| [abc] | ac | 2 Match |
|  | Hey Jude | No Match |
|  | abc de ca | 5 Match |

Here, **[abc]** will match if the string you are trying to match contains any of the ***a***, ***b*** or ***c***.

You can also specify a **range of characters** using ‘***-***’ inside square brackets.

* **[a-e]** is the same as **[abcde]**.
* **[1-4]** is the same as **[1234]**.
* **[0-39]** is the same as **[01239]**.

You can complement (invert) the character set by using caret ‘***^***’ symbol at the start of a square-bracket.

* **[^abc]** means any character except ***a*** or ***b*** or ***c***.
* **[^0-9]** means any non-digit character.

**. - Period**

*A period matches any single character (except newline* ***'\n'****).*

| Expression | String | Matched? |
| --- | --- | --- |
|  | a | No Match |
| .. | ac | 1 Match |
|  | acd | 1 Match |
|  | acde | 2 Match (4 characters) |

In other words, it counts how many pairs of characters there are

**^ - Caret**

*The caret symbol* ***^*** *checks if a string* ***starts with*** *a certain character.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | a | 1 Match |
| ^a | abc | 1 Match |
|  | bac | No Match |

| ^ab | abc | 1 Match |
| --- | --- | --- |
|  | acb | No Match (starts with a but not  followed by b) |

**$ - Dollar**

*The dollar symbol* ***$*** *checks if a string* ***ends with*** *a certain character.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | a | 1 Match |
| a$ | formula | 1 Match |
|  | cab | No Match |

**\* - Star**

*The star symbol* ***\**** *matches* ***zero or more occurrences*** *of the pattern* ***left*** *to it.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | mn | 1 Match |
|  | man | 1 Match |
| ma\*n | maaan | 1 Match |
|  | main | No Match (a is not followed by n) |
|  | woman | 1 Match |

**+ - Plus**

*The plus symbol* ***+*** *matches* ***one or more occurrences*** *of the pattern left to it.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | mn | No Match (No ‘a’ character) |
|  | man | 1 Match |
| ma+n | maaan | 1 Match |
|  | main | No Match (a is not followed by n) |
|  | woman | 1 Match |

**? - Question Mark**

*The question mark symbol* ***?*** *matches* ***zero or one occurrence*** *of the pattern left to it.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | mn | 1 Match |
|  | man | 1 Match |
| ma?n | maaan | No Match (more than one ‘a’ character) |
|  | main | No Match (a is not followed by n) |
|  | woman | 1 Match |

**{} - Braces**

*Consider this code:* ***{n,m}****. This means* ***at least n****, and* ***at most m*** *repetitions of the pattern* ***left*** *to it.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | abc dat | No match |
| a{2,3} | abc daat | 1 match (at daat) |
|  | aabc daaat | 2 matches (at aabc and daaat) |
|  | aabc daaaat | 2 matches (at aabc and daaaat) |

Let's try one more example. This RegEx [0-9]{2, 4} matches at least 2 digits but not more than 4 digits

| Expression | String | Matched? |
| --- | --- | --- |
|  | ab123csde | 1 match (match at ab123csde) |
| [0-9]{2,4} | 12 and 345673 | 3 matches (12, 3456, 73) |
|  | 1 and 2 | No Match |

**| - Alternation**

*Vertical bar* **|** *is used for alternation (****or*** *operator).*

| Expression | String | Matched? |
| --- | --- | --- |
|  | cde | No Match |
| a|b | ade | 1 match (match at ade) |
|  | acdbea | 3 matches (at acdbea) |

Here, a|b match any string that contains either a or b

**() - Group**

*Parentheses () is used to group sub-patterns. For example,* ***(a|b|c)xz*** *match any string that matches either* ***a*** *or* ***b*** *or* ***c*** *followed by* ***xz***

| Expression | String | Matched? |
| --- | --- | --- |
|  | ab xz | No match |
| (a|b|c)xz | abxz | 1 match (match at abxz) |
|  | axz cabxz | 2 matches (at axzbc cabxz) |

**\ - Backslash**

*Backlash \ is used to escape various characters including all metacharacters.*

For example,

**\$*a*** match if a string contains **$** followed by ***a***. Here, **$** is not interpreted by a RegEx engine in a special way.

If you are unsure if a character has a special meaning or not, you can put **\** in front of it. This makes sure the character is **not treated in a special way**.

**Special Sequences**

Special sequences make commonly used patterns easier to write. Here's a list of special sequences:

**\A** - *Matches if the specified characters are at the* ***start*** *of a string.*

| Expression | String | Matched? |
| --- | --- | --- |
| \Athe | the sun | Match |
|  | In the sun | No Match |

**\b** - *Matches if the specified characters are at the* ***beginning or end*** *of a word.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | football | Match |
| \bfoo | a football | Match |
|  | afootball | No Match |

|  | the foo | Match |
| --- | --- | --- |
| foo\b | the afoo test | Match |
|  | the afootest | No Match |

**\B** - ***Opposite*** *of \b. Matches if the specified characters are* ***not at the beginning or end*** *of a word.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | football | No Match |
| \bfoo | a football | No Match |
|  | afootball | Match |

|  | the foo | No Match |
| --- | --- | --- |
| foo\b | the afoo test | No Match |
|  | the afootest | Match |

**\d** - *Matches any* ***decimal digit****. Equivalent to* ***[0-9]***

| Expression | String | Matched? |
| --- | --- | --- |
| \d | 12abc3 | 3 matches (at 12abc3) |
|  | Python | No match |

**\D** - *Matches any* ***non-decimal digit****. Equivalent to* ***[^0-9]***

| Expression | String | Matched? |
| --- | --- | --- |
| \d | 1ab34"50 | 3 matches (at 1ab34"50) |
|  | 1345 | No match |

**\s** - *Matches where a string contains any* ***whitespace*** *character. Equivalent to* ***[ \t\n\r\f\v]****.*

| Expression | String | Matched? |
| --- | --- | --- |
| \s | Python RegEx | 1 Match |
|  | PythonRegEx | No Match |

**\S** - *Matches where a string contains any* ***non-whitespace*** *character. Equivalent to* ***[^ \t\n\r\f\v]****.*

| Expression | String | Matched? |
| --- | --- | --- |
| \S | a b | Match |
|  | *(assume it’s space ONLY)* | No Match |

**\w** - *Matches any* ***alphanumeric character*** *(digits and alphabets). Equivalent to* ***[a-zA-Z0-9\_]****. By the way,* ***underscore \_ is also considered an alphanumeric character****.*

| Expression | String | Matched? |
| --- | --- | --- |
| \w | 12&": ;c | 3 matches (at 12&": ;c) |
|  | %"> ! | No match |

**\W** - *Matches any* ***non-alphanumeric*** *character. Equivalent to* ***[^a-zA-Z0-9\_]***

| Expression | String | Matched? |
| --- | --- | --- |
| \W | 1a2%c | 1 match (at 1a2%c) |
|  | Python | No Match |

**\Z** - *Matches if the specified characters are at the* ***end*** *of a string.*

| Expression | String | Matched? |
| --- | --- | --- |
|  | I like Python | 1 Match |
| Python\Z | I like Python Programming | No Match |
|  | Python is not fun. | No Match |

Tip: To build and test regular expressions, you can use RegEx tester tools such as ***regex101***. This tool not only helps you in creating regular expressions, but it also helps you learn it.

Now you understand the basics of RegEx, let's discuss how to use **RegEx in your Python code**.

### **Python RegEx**

Python has a module named ***re*** to work with regular expressions. To use it, we need to ***import*** the module.

| import re |
| --- |

The module defines several functions and constants to work with RegEx.

#### **re.findall()**

*The* ***re.findall()*** *method returns a list of strings containing all matches.*

Example: ***re.findall()***

| *# Program to extract numbers from a string*  import re  string = 'hello 12 hi 89. Howdy 34' pattern = '\d+'  result = re.findall(pattern, string)  print(result) |
| --- |

Output

| >>> ['12', '89', '34'] |
| --- |

If the pattern is not found, ***re.findall()*** returns an **empty list**.

#### **re.split()**

*The* ***re.split*** *method splits the string where there is a match and returns a list of strings where the splits have occurred.*

Example: ***re.split()***

| import re  string = 'Twelve:12 Eighty nine:89.' pattern = '\d+'  result = re.split(pattern, string)  print(result) |
| --- |

Output

| >>> ['Twelve:', ' Eighty nine:', '.'] |
| --- |

If the pattern is not found, ***re.split()*** returns a **list containing the original string**.

You can pass ***maxsplit*** argument to the ***re.split()*** method. It's the **maximum number of splits that will occur**.

| import re  string = 'Twelve:12 Eighty nine:89 Nine:9.' pattern = '\d+'  *# maxsplit = 1* *# split only at the first occurrence* result = re.split(pattern, string, 1)  print(result) |
| --- |

Output

| >>> ['Twelve:', ' Eighty nine:89 Nine:9.'] |
| --- |

By the way, the default value of ***maxsplit*** is **0**; meaning **all possible splits**.

#### re.sub()

SYNTAX

| re.sub(pattern, replace, string) |
| --- |

The method returns a string where matched occurrences are replaced with the content of ***replace*** variable.

Example: ***re.sub()***

| *# Program to remove all whitespaces* import re  *# multiline string* string = 'abc 12\ de 23 \n f45 6'  *# matches all whitespace characters* pattern = '\s+'  *# empty string* replace = ''  new\_string = re.sub(pattern, replace, string)  print(new\_string) |
| --- |

Output

| >>> abc12de23f456 |
| --- |

If the pattern is not found, ***re.sub()*** returns the **original string**.

You can pass ***count*** as a **fourth** parameter to the ***re.sub()*** method. If omitted, it results to **0**. This will **replace all occurrences**.

| import re  *# multiline string* string = 'abc 12\ de 23 \n f45 6'  *# matches all whitespace characters* pattern = '\s+' replace = ''  new\_string = re.sub(r'\s+', replace, string, 1)  print(new\_string) |
| --- |

Output

| >>> abc12de 23 >>> f45 6 |
| --- |

#### **\*re.subn()**

*The* ***re.subn()*** *is similar to* ***re.sub()*** *except it returns a tuple of 2 items containing the new string and the number of substitutions made.*

Example: ***re.subn()***

| *# Program to remove all whitespaces* import re  *# multiline string* string = 'abc 12\ de 23 \n f45 6'  *# matches all whitespace characters* pattern = '\s+'  *# empty string* replace = ''  new\_string = re.subn(pattern, replace, string)  print(new\_string) |
| --- |

Output

| >>> ('abc12de23f456', 4) |
| --- |

#### re.search()

*The* ***re.search()*** *method takes* ***two*** *arguments: a* ***pattern*** *and a* ***string****. The method looks for the* ***first location*** *where the* ***RegEx pattern produces a match with the string****.*

If the search is **successful**, ***re.search()*** returns a **match object**; **if not**, it returns **None**.

| match = re.search(pattern, str) |
| --- |

Example: ***re.search()***

| import re  string = "Python is fun"  *# check if 'Python' is at the beginning* match = re.search('\APython', string)  if match:  print("pattern found inside the string") else:  print("pattern not found") |
| --- |

Output

| >>> pattern found inside the string |
| --- |

#### **Match object**

*You can get* ***methods*** *and* ***attributes*** *of a* ***match object*** *using* ***dir()*** *function.*

Some of the commonly used methods and attributes of match objects are:

##### **match.group()**

*The* ***group()*** *method returns the part of the string where there is a match.*

Example: Match object

| import re  string = '39801 356, 2102 1111'  *# Three digit number followed by space followed by two digit number* pattern = '(\d{3}) (\d{2})' *# match variable contains a Match object.* match = re.search(pattern, string)  if match:  print(match.group()) else:  print("pattern not found") |
| --- |

Output

| > 801 35 |
| --- |

Here, ***match*** variable contains a match object.

Our pattern **(\d{3}) (\d{2})** has two subgroups ***(\d{3})*** and ***(\d{2})***. You can get the part of the string of these parenthesized subgroups. Here's how:

| >>> match.group(1) '801'  >>> match.group(2) '35' >>> match.group(1, 2) ('801', '35')  >>> match.groups() ('801', '35') |
| --- |

##### **match.start(), match.end() and match.span()**

The ***start()*** function returns the **index** of the **start** of the matched substring. Similarly, ***end()*** returns the **end index** of the matched substring.

| >>> match.start() 2 >>> match.end() 8 |
| --- |

The ***span()*** function returns a tuple containing ***start*** and ***end*** **index** of the matched part.

| >>> match.span() (2, 8) |
| --- |

##### **match.re and match.string**

The ***re*** attribute of a matched object returns a regular expression object. Similarly, ***string*** attribute returns the passed string.

| >>> match.re re.compile('(\\d{3}) (\\d{2})')  >>> match.string '39801 356, 2102 1111' |
| --- |

With this, we have covered all commonly used methods defined in the ***re*** module. If you want to learn more, you should visit the [Python 3 ***re*** module documentary](https://docs.python.org/3/library/re.html) on their website during your free time.

Using ***r*** prefix before RegEx

When ***r*** or ***R*** prefix is used before a regular expression, it means **raw string**. For example, **'\n'** is a **new line** whereas ***r*'\n'** means two characters: **a backslash \ followed by n**.

***Backlash*** **\** is used to escape various characters including all metacharacters. However, using ***r*** prefix makes **\** treated as a **normal character** as well.

Example: Raw string using ***r*** prefix

| import re  string = '\n and \r are escape sequences.'  result = re.findall(r'[\n\r]', string)  print(result) |
| --- |

Output

| >>> ['\n', '\r'] |
| --- |

## 7.2 Random

The built-in random module is used to generate random numbers, such as integers and floats

### **choice()**

choice() returns a random element from a sequence (list, tuples, etc)

Syntax:

| choice(sequence) |
| --- |

Example:

| import random  listy = [1,3,6,8] print(random.choice(listy)) |
| --- |

### **random()**

returns a random float between 0 and 1

Syntax:

| random() |
| --- |

Example:

| import random print(random.random()) |
| --- |

### **randint() and randrange()**

Both randint() and randrange() returns an integer between the start and end points (lower and upper limits)

Syntax:

| randint(start,stop) randrange(start,stop) |
| --- |

Example:

| import random print(random.randint(3,6)) print(random.randrange(3,6)) |
| --- |

The difference between randint() and randrange()

For randint(), the integer generated includes the endpoint (upper limit), while randrange() excludes the endpoint

### **uniform()**

uniform() returns a random float between the start and end points

Syntax:

| uniform(start,stop) |
| --- |

Example:

| import random print(random.uniform(4,8)) |
| --- |

### **shuffle()**

shuffle() reorganises the order of elements in a sequence (list, tuples, etc)

Syntax:

| shuffle(sequence) |
| --- |

Example:

| import random listy = [4,5,6,7,8,9] print(random.shuffle(listy)) |
| --- |